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Software quality is paramount for every software either private or public use. Over the years, several software quality models have been developed by different researchers. This study aimed at analysing the software quality models available. To this end the study made use of past literatures on software quality models using specific inclusion and exclusion criteria to select the needed literature for the study. This study selected five software quality models. All the five selected models were analysed based on their characteristics and frequency table and bar chart were used for depicting the attributes of each model then comparison was done. At the end of the analysis it was concluded that in as much as no model has all the qualities, the ISO 25010 has proven to cover wider attributes than other software quality models and can be more effective in measuring software quality than the other explored.
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# LIST OF SYMBOLS AND ABBREVIATIONS

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CMM</td>
<td>Capability Maturity Model</td>
</tr>
<tr>
<td>CMMI</td>
<td>Capability Maturity Model Integration</td>
</tr>
<tr>
<td>ICT</td>
<td>Information and Communication Technology</td>
</tr>
<tr>
<td>IEC</td>
<td>International Electrotechnical Commission</td>
</tr>
<tr>
<td>ISO</td>
<td>International Organization for Standardization</td>
</tr>
<tr>
<td>ISO/IEC 25010</td>
<td>Software engineering –Software Product Quality Requirements and Evaluation standard</td>
</tr>
<tr>
<td>MTBF</td>
<td>Mean Time Between Failure</td>
</tr>
<tr>
<td>MTTF</td>
<td>Mean Time To Failure</td>
</tr>
<tr>
<td>MTTR</td>
<td>Mean Time To Repair</td>
</tr>
<tr>
<td>PCMM</td>
<td>People Capability Maturity Model</td>
</tr>
<tr>
<td>PQF</td>
<td>Pragmatic Quality Factor</td>
</tr>
<tr>
<td>QIP</td>
<td>Quality Improvement Paradigm</td>
</tr>
<tr>
<td>SE</td>
<td>Software Engineering</td>
</tr>
<tr>
<td>SPI</td>
<td>Software Process Improvement</td>
</tr>
<tr>
<td>SQuaRE</td>
<td>Software product Quality Requirements and Evaluation model, ISO/IEC 25010 model</td>
</tr>
<tr>
<td>UcSoftC</td>
<td>User Centric Software Certification</td>
</tr>
</tbody>
</table>
1 INTRODUCTION

1.1 Background

Today, software development organizations are passionate about creating and keeping up their software items in a proficient and viable way. In this way, they endeavour towards having efficient and appropriate software development processes. While "in principle", efficient software processes can be accomplished by basically actualizing one of the generally known and acknowledged software development methods, it may not be so "in practice". Because of various organizational settings, certain software development methods can be reasonable for a few organizations yet for nobody else. In addition, software organizations frequently need mastery on and learning of how to distinguish the most reasonable software development methods, and above all, how to adjust them to the organizational setting in a right way.

It is generally realized that there is no "silver bullet" software development method that is reasonable for all (Sommerville, 2011). Software organizations have their very own societies, characters, personalities, custom levels and needs. Along these lines, they can't simply use any predefined existing software development method. They need to adjust it first to their individual needs and settings.

Adjusting a software method is, be that as it may, not an erratic movement. Since in the present exceptionally changing and aggressive business conditions, the organizations, their societies, characters and needs persistently change and advance thus do their software development processes.

Consequently, software development processes should be consistently refined and enhanced, which can be accomplished by executing software process improvement (SPI). SPI goes for the nonstop refinement of software process by methods for understanding the current software processes, distinguishing issues or shortcomings in them and by ceaselessly evolving them (Sommerville, 2011). Its general objective is to build process quality, and along these lines accomplish something like one of the accompanying: 1) improved product quality, 2) lessened development time, or 3) diminished development cost (Paulish & Carleton, 1994).

Software process change can be performed in three different ways, by for example: 1) receiving another software development method, 2) recognizing and disposing of the
shortcomings and defects of the current software processes, or 3) by benchmarking the process against and transforming it towards existing reference models. The reception of another software development method is regularly done in an organization particular manner since there are no standard procedural guidelines for it. The two different approaches to enhance software process, be that as it may, are bolstered by instrumental, procedural, and at times, by organizational SPI rules. Distinguishing and disposing of the shortcomings of the current software processes can be bolstered by inductive SPI methodologies, for example, quality improvement paradigm (QIP) (Basili, 1985), and six sigma (Bhote, 1989). Benchmarking the software process against existing reference models is driven by process institutionalization and dependent on the execution of endorsed processes and best practices upheld by a specific reference model. The best known reference models in software engineering industry are process capability and maturity models, for example, CMMI (capability maturity model integration) (CMMI product team, 2002) and spice (software process improvement and capability determination) (Dorling, 1993), and in addition a workforce maturity model, people capability maturity model (P-CMM) (Curtis, et al., 2001). Countless, measures and models is related with SPI. Be that as it may, in spite of the given rules on the most proficient method to institutionalize the processes and how to run SPI endeavours, just a couple of SPI activities succeed. The examination demonstrates that around 70% of the SPI activities come up short (Ferreira & Wazlawick, 2011). The examinations on the SPI achievement factors contend that accomplishment of the SPI activities is reliant on the organizational, social and administrative perspectives, for example, senior management commitment, staff contribution, preparing and coaching, just to specify a couple (Niazi, et al., 2006). The requirement for consolidation of the organizational culture and firmly incorporated in it social issues to the SPI activities has been perceived by various analysts (Heikkila, 2009), Be that as it may, those perspectives are not adequately secured by the current SPI methodologies and models.

1.2 Goals and delimitations

Despite the fact that research on SPI isn’t new and countless have been devoted to process improvement, there is lack of studies that analysed software quality models. Many have just given an all encompassing outline of the current SPI domain that gives adequate inclusion
of organizational, social and managerial aspects of SPI (Mcfeeley, 1996), (ISO/IEC, 2004), (Basili, 1985). A couple of SPI models, for example, P-CMM (Curtis, et al., 2001) and six sigma (Bhote, 1989) address a portion of the organizational and social aspects, however don't cover them adequately. The little information on hierarchical, social and administrative parts of SPI that is secured by a couple of SPI approaches is for the most part scattered over the domain. To the information of the author of this postulation, there is only one model that gives a general outline of the SPI field and, to some degree, thinks about authoritative, social and administrative parts of SPI (Zahran, 1998). The model anyway is obsolete.

**Research question:** The main objective of this research is to conduct a sustainable analysis of software quality models. To achieve this objective, the study asks the following questions.

1. What are the different software quality models available?
2. What are the differences between the software quality models selected?
3. What are the recommendations for software process improvement based on the analysed software quality models?

The study covers only the models used for software development. In-depth study about software process improvement covers multiple fields such as software engineering, psychology, organizational science and more, which made it to be too big scope for this research to cover. As a result of this, the research does not go in-depth to have a holistic view of SPI but contribute to understanding the software process improvement. Hence, the focus of this research is to look into analysis of software process models.

### 1.3 Structure of the thesis

This research work is structured into five (5) chapters. Chapter one covers the background of research, objectives of research and research structure. Chapter two examines different research work relating to concept of software quality model, SPI and significant of software sustainability. Chapter three presents the research methodology, chapter four looks at data analysis, research investigation, discussion and findings and Chapter five draws conclusion, and provides recommendations, including the summary of the dissertation.
2 LITERATURE REVIEW

2.1 Concepts of software quality model

Software quality models are used to measure and manage the software quality. Software quality model possesses quality characteristics to measure the software processes involved during the software development as well as the software product. Quality of software aims at satisfying all stakeholders associated with the software. A software quality model provides basis for specifying quality requirements and assessing quality of software (Azuma, 1996; Fenton, 1994). Different research works have led to the development of various software quality models. Among them are McCall’s quality model, Boehm’s quality model, Dromey quality model, ISO 9126, ISO 25010, and UcSoftC (Yahaya et al., 2014; Suman and Wadhwa, 2014)

Jamwal (2010) assert that for any business to be successful through the use of technology, the quality of the software in use is an essential element to always consider. This consideration of the software quality is not for quality sake but because many business uses real time control system which any glitches in the system may cause financial loss, loss of life, work failure and delay to the company. Different authors have tried to defined software quality over the years, a recognised one by IEEE (1990) defined software quality as the degree to which a system, component or process meets specified requirement and customer needs. This means that before saying a software is of good or high quality, it must have met or satisfied the customers need, a software that keeps disappointing a customer cannot be said to be of good quality and it is not reliable enough.

Another definition by Pressman (2004) defined software quality as the “conformance to explicitly stated functional and performance requirements, explicitly documented development standards, and implicit characteristics that are expected of all professionally developed software.” Also Petrash (1999) defined software quality as “the existence of characteristics of a product which can be assigned to requirements.”. in al of the definitions, the quality of a software can be examined from its’ characteristics, and the characteristics of a software reflect its quality.
2.1.1 McCall quality model (1977)

This is the first of the modern software product quality models introduced in 1977 by Jim McCall (Kitchenham and Pfleeger, 1996). It is to be used by system developer during the system development process. This model integrates user’s opinion and system developers concern (Maryoly, 2003). McCall identify three main perspectives: Product Revision, Product Operation and Product Transition in classifying the software quality attribute (IEEE, 1993). The model uses a hierarchy of factors, criteria and metrics to address internal and external product quality (Khan et al., 2006)

2.1.2 Boehm’s quality model (1978)

Boehm’s quality model begins with the software general utility from various dimensions. Boehm’s model presents product quality in a hierarchy with three high level characteristics linked to seven intermediate factors, which are in turn linked to 15 primitive characteristics (Khan et al., 2006). Relative to the McCall quality model, Boehm’s model gives more emphasis on the cost-effectiveness of maintenance. Also, it has a wider scope than McCall.

2.1.3 Dromey Quality Model (1995)

This model consists of eight high-level quality attributes including reusability and process maturity. Dromey claims that quality process only exists if it is based on a product quality model (Kitchenham and Pfleeger, 1996)

2.1.4 FURPS quality model

This model was proposed by Grady B. R. and Hewlett Packard Co. The model categorized quality attributes into two different requirements such as Functional Requirements (F) which is defined by expected input and output and Non Functional Requirements. In the FURPS model, U stands for Usability (includes human factors, aesthetic, documentation of user and material of training), R stands for Reliability (includes frequency and severity of failure, recovery to failure, time among failure), P stands for Performance (includes functional requirements) and S stands for Supportability (includes backup, requisite of design, implementation, interface) (Calero et al., 2014)
2.1.5 Systemic quality model

The systemic quality model is developed by identifying the relationship between product-process, efficiency-effectiveness and user-customer to obtain global systemic quality (Calero et al., 2014). Process Effectiveness and Process Efficiency are essential elements of the model. In order for the quality evaluation to be systemic, The Process dimension is incorporated (Maryoly et al., 2003). The model serves as a benchmark that allows their products to evolve and be competitive. The disadvantages of this model is the absence of the user requirements and conformation aspects (Yahaya et al., 2014)

2.1.6 ISO 25010:2011

This model was derived from revised ISO/IEC 9126:1991. It defined quality characteristics and described a software product evaluation process. In ISO 25010 model, Product Quality is the static properties of the model concerns of computer software and dynamic properties systems.

The ISO/IEC 25000 family, is called the SE Software Product Quality Requirements and Evaluation which is abbreviated as (SQuaRE), is a replacement of the ISO/IEC 9126. The part ISO/IEC 25010 introduces a supposed Quality in Use Model. In contrast to the Quality Model obtainable by ISO 9126, this model was mostly prolonged by extra characteristics and modified to its terminology. Clearly, two high-level characteristics were additional to the new model: (1) compatibility aspect, this was added newly to the model and (2) security which previously served as sub-characteristic of functionality (ISO/IEC 25010:2011).

2.1.7 UcSoftC quality model

The user centric software certification (UcSoftC) model is claimed to fulfil the requirement of organization according to demands and constraints in software product quality and assessment. This model supports the user centric approach in assessing and certifying the software (Deraman et al., 2014). UcSoftC model enables software users to assess and certify their own products in their own environment with tailored and chosen attributes based on the organization's requirements and expectations.
2.1.8 PQF

Pragmatic quality factor (PQF) is a software quality model which can be used in assessment of software operating in certain environment involving the user. This model consists of four main components as behavioural attributes, impact attribute, responsibility and classification of attributes and weight factors. This model is an improvement of the earliest models of quality such as McCall, Boehm, FURPS. This model has shown that the immeasurable characteristics can be measured indirectly using measures and metrics approach. However, this model has been validated by research (Yahaya et al., 2014)

2.2 Concept of software quality

Different meanings have been reported in literature regarding software quality as it means different things to different people. Software quality is defined as the design or effort that ensures customer satisfaction by simply meeting customers’ expectations. ISO 9126 defined quality as a set of features and characteristics of a product or service that bear on its ability to satisfy stated or implied needs. Also, software quality is defined as conformance to requirements, standards, and characteristics expected of all professionally developed software. Software quality can also be defined as the degree to which software possesses a desired combination of attributes which are well defined (IEEE, 1990). Quality is often considered as a property of a product in relation to attributes which can be designed into a product or to be evaluated to ensure quality (Bevan, 1995). Also, quality comprises all characteristics and substantial features of a product or an activity related to the satisfying of given requirements (Khan et al., 2006)

Software quality is categorized into attributes that satisfies operating requirements and customers’ demands. Software quality attributes include maintainability, usability and portability readability and testability (Fenton and Neil, 1999). According to the International Standard Organization (ISO), software quality attributes are relative to participant perspectives and cannot be assessed by absolute value. This is because different users are dealing with the same software from different perspectives. In the opinion of (Shumskas, 1992), it is hard to obtain software that can totally satisfy the quality requirements. However, satisfying the software quality requirement of different stakeholders can be achieved by studying customer wants and needs, gathering customer requirements and measuring
customer satisfaction (Lin and Shao, 2000). Also, Customer acceptance coupled with the time consumed and cost burden are factors to be considered while weighting software quality requirement (Gentleman, 1996). Investigating software quality features should not be left in the hands of requirements engineers and developers as the safer approach is to developing a questionnaire on the key elements in the software quality features which provides requirements' analysts with a knowledge repository to ask the right questions and capture precise software quality requirements information.

Customers determine product quality in terms of their interaction with the final product. Such interaction is represented through their perceived satisfaction that is obtained by a combination of product's functions whether present or absent and the product's non-functional qualities. In addition, the assessment of software quality is different among stakeholders (Atoum and Bong, 2014). Users are particular about the whole product while it is operational, while the developers are interested in developing quality software (Somerville, 2011).

Table 1. Different Factors Considered by Different Software. (Nermine & Mona, 2013)

<table>
<thead>
<tr>
<th>Software application features</th>
<th>Factors to be considered</th>
</tr>
</thead>
<tbody>
<tr>
<td>Software requiring long lifetime period</td>
<td>Portability, Maintainability</td>
</tr>
<tr>
<td>Real time system</td>
<td>Reliability, Efficiency</td>
</tr>
<tr>
<td>Software needed to be applied in several environments</td>
<td>Portability</td>
</tr>
<tr>
<td>Banking system</td>
<td>Reliability, Functionality</td>
</tr>
</tbody>
</table>

Table 1 shows the different factors to be considered in different software. Software are not of same kind, in as much as they all serve the purpose of easing work and solving problems, they follow different pattern and features. A software that is required to be used for a long time need to be portable and easy to maintain. This is because maintainability of the software
enables its smooth running without failure. A real time system which serves a companies’ customers directly needs to be efficient and reliable as no room or time to waste correcting failure. A real time system represents the organization and failure in the system means failure by the organization. This has caused financial loss to many organizations in the past.

2.3 Significance of software quality

The quality of software product has an effect on the degree of success or failure of a software development program. Factors that determine software quality are human factor, software demand, shortage in quality management, testing control, traditional custom adopted through the software developers, the development specifications and inadequacy in development tools (Pedrycz and Succi, 2005). Poor software quality causes system failures, higher maintenance costs, longer cycle times, customer dissatisfaction, lower profits and loss of market share (Gopal et al, 2002). However, poor software quality may be associated with unfamiliarity with customer’s quality requirement (Dongping and Youcheng, 2001) or by changes to the requirements. It has been reported that software quality has become the key competition for software product market. When software quality meets a customer’s expectation, no negative consequences is produced and the customer is happy with the product (Denning, 1992). The quality model helps to provide a base for assessing and measuring characteristics like size, complexity, performance and quality. The development of software with goal to acquire quality can avoid the waste of time and effort and to avoid the negative assessment by users towards the application (Patton, 2007). Quality models serve as basis of modelling and coding standards or guidelines to provide direct recommendations on system implementation and thus constitute constructive approaches to achieve high software quality (Dromey, 1995)

To avoid issues associated with poor software quality, it is advocated that software engineers should equip themselves with the relevant skills. Also data should be collated from all stakeholders to ascertain their needs and expectations. Software quality assurance ensures IT-Business alignment and resolves the conflict of interest and preferences between the stakeholders. Unfortunately, it has been reported that many design organizations do not have the necessary human factors specialists to analyse the users’ tasks and this might cause the organization to develop the wrong user interface. Users involvement is critical in software quality (Atoum and Bong, 2014). It has been reported that some software quality models do
not fit to measure software quality from user point of view (Fenton, 1994). It is therefore advocated that such quality models should be revised and extended to include users in the process (Denning, 1992). Software quality model should be utilized throughout the software lifecycle which incorporates all the perspectives of quality model and different stakeholders (Barney and Wohlin, 2009).

2.4 Concept of sustainability

Sustainability relates to environmental, social, and economic aspects of software development and the usage of software system (Calero et al., 2013; Penzenstadler and Femmer, 2012). Sustainable development involves meeting the needs of the present without compromising the ability of future generations to meet their own needs (UNWCED, 1987). Sustainable software also can be defined as software whose direct and indirect negative impacts on economy, society, human beings, and the environment resulting from development, deployment, and usage of the software is minimal and has a positive effect on sustainable development (Dick et al., 2000). From the perceptive of environmental, economic and social point of view, we can define sustainable software engineering as the art of developing sustainable software through a sustainable software engineering process. According to (Lami et al. 2012), sustainable software process is a software process that meets its sustainability objectives, expressed in terms of direct and indirect impacts on economy, society, human beings, and environment. (Amsel et al. 2011) opined that sustainable software engineering should develop software that meets the needs of users while reducing environmental impacts. In addition, (Koziolek 2011) define sustainability of software systems as long living system that should last for more than 15 years and can be cost-efficiently maintained and evolved over its entire life-cycle. According to (Seacord et al. 2013), software sustainability is the ability to modify a software system based on customer needs. This shows that sustainability is concerned with the quality of conforming to user specification. Sustainability as a system must achieve fairness in distribution and opportunity, adequate provision of social services, including health and education, gender equity, and political accountability and participation. This relates to how well a system can cater for different user needs irrespective of their condition. However, (Seacord et al. 2013) indicated that planning and management of software sustainment is impaired by a lack of consistently applied, practical measures. For a software product to attain the goal of
sustainability, it must be developed in such a way that the negative and positive impacts on sustainable development are continuously assessed, documented, and used for further optimization of the software product.

2.5 Sustainability analysis of software quality model

The global impacts of development, deployment and usage of the software on economy, society, human beings and environment have been reported (Dick et al., 2013). The major areas of concern are energy efficiency (Johann et al., 2011) and global carbon dioxide emissions. The most important objective of any engineering activity is to produce high quality product with limited resources and time. Overall, the information and communication technology (ICT) sector contributes around 2% of the global CO₂ emissions. It is also accountable for approximately 8% of the European Union’s (EU) electricity consumption and 2% of the carbon emissions from ICT devices and services (Calero and Piattini, 2015). It is therefore important to look how to reduce the impact of ICT on the environment and how sustainability can be incorporated better into the software development lifecycle. Therefore, the meanings and integration of sustainability should cover the five dimensions of software sustainability (Blevis et al., 2017): economic, social, individual, environmental and technical (Penzenstadler and Femmer, 2013). The economic, technical and business dimensions are now core aspects of fundamental values in companies embracing sustainable development (Jeanette and Beloff, 2002). An area that has received less attention is the social dimension. It entails the well-being of the software users’ community and developers and is about changing the human mind set and designing their perceptions and experiences of sustainability. Designers must learn to patch together a series of disparate sustainability understandings, and frameworks in order to address the different dimensions of sustainability (Shedroff, 2018). An alternative design solution is based on the sustainable design practices that use the least energy over ICT’s life cycle (Bibri, 2018). (Käfer 2009) also presented conceptual and architectural issues concerning software energy consumption as well as ideas for incorporating energy efficiency issues into software projects. Designers of software technology are responsible for the long term consequences of software designs. (Agarwal et al. 2012) analyzed and discussed the possibilities and benefits of green software. One of their findings is that more efficient algorithms will support sustainability. The research presented methods to develop software in a sustainable way and listed some further
environmentally friendly best practices for the development and implementation of software systems. Based on the life cycle of software, (Taina 2010) proposed a method to calculate software’s carbon footprint by analysing the impacts of each software development phase. The resulting carbon footprint is mainly influenced by the development phase, but also by the way it is delivered and how it will be used by the customers. (Erdélyi 2013) studied the lifecycle activities of software development with focus on environmental protection by proposing a formula to calculate software waste to encourage the development of green software. In addition, (Albertao et al. 2010) proposed software engineering metrics based on software quality like reusability, portability, supportability, performance as a way for measuring the sustainability performance of software projects. One of the most referenced model for developing and measuring sustainable software is the Greensoft Model by (Naumann et al. 2011). It is a conceptual reference model for “Green Software.” The Greensoft model has the objective to support software developers, administrators, and software users in creating, maintaining, and using software in a more sustainable way. However, it lacks the clarity and practical examples of how this model can be implemented for software system development. The key to measuring sustainability of software system requires quantifiable variables that can be applied to all sustainability dimensions in relation to software system development.

Few tools are available to find out solutions to the Green and sustainable software engineering (Johann et al., 2011). Green Power Indicator visualizes when a webpage is hosted with Green electricity and depicts the power quality. This tool is an add-on for Mozilla Fire fox. To analyze the applications energy efficiency it is recommended to use a range of tools which are available to address power related frameworks, optimizations and measurement for example Intel Power Checker, Perfmon, PwrTest, Windows Event Viewer, Windows ETW (Event Tracing for Windows), Power Informer, Power Top, and Battery life toolkit etc. GREEN TRACKER measures the energy consumption of software. Soft Watt (Dick et al., 2013) is a tool to estimate power used by OS and applications. The Java tool called Workload Simulator can record a given flow of operations and execute it a given number of times for a given number of simultaneous users this tool will help to identify the performance of an application. See Figure 1 for GREENSOFT quality model for sustainable software
2.6 Concept of software quality metrics

Metrics have appeared for capturing software attributes in a quantitative way. Measuring the software quality characteristics defined in the quality model involves using software metrics. Software metrics are the units to measure the attributes of the software process and its developmental activities. For instance, metrics such as Line of Code (LOC), Token Count (TC) and Functional Process Count (FPC) measured and evaluated to determine the quality and sustainability of the software (Bourque and Fairley, 2014). The discipline of software metrics entails identifying various attributes that need to be measured and determining how to measure them in developing quality software. Quality metrics must be utilized and tightly coupled with the software development process. Software quality metric is a tool of measurement whose output is a single numerical value that can be interpreted as the degree to which software possesses a given attribute that affects its quality (Akingbehin, 2005).
Metric can be defined as a quantitative measure of software or processes for a given attribute to assess quality (Yahaya et al., 2014)

Software metrics can be classified into three categories: product metrics, process metrics, and project metrics. Product metrics describe the characteristics of the product such as size, complexity, design features, performance, and quality level. Process metrics can be used to improve software development and maintenance. Project metrics describe the project characteristics and execution. Software metric is the most suitable methodology to assess the software quality characteristics. Software measurement is concerned with deriving a numeric value or profile for an attribute of a software component, system or process to draw conclusion about the software quality or assess the effectiveness of software processes, tools, and methods (Kitchenham and Pfleeger, 1996). Thus, optimal metrics should be: simple, objective, easily obtainable, valid and robust.

### 2.6.1 MTTF (mean time to failure)

The MTTF is the mean time for which a component is expected to be operational. MTTF is the average time between two successive failures, observed over a large number of failures. To measure MTTF, we can record the failure data for n failures. An MTTF of 500 means that one failure can be expected every 500 time units. The time units are totally dependent on the system and it can even be specified in the number of transactions, as is the case of database query systems. MTTF is relevant for systems with long transactions, i.e., where system processing takes a long time. We expect MTTF to be longer than average transaction length (Alaa & Mustafa, 2017).

### 2.6.2 MTTR (mean time to repair)

MTTR is a factor expressing the mean active corrective maintenance time required to restore an item to an expected performance level. This includes activities like troubleshooting, dismantling, replacement, restoration, functional testing, but shall not include waiting times for resources. In software, MTTR (Mean time to Repair) measures the average time it takes to track the errors causing the failure and then to fix them. Informally it also measures the down time of a particular system (Alaa & Mustafa, 2017).
2.6.3 MTBF (mean time between failure)

MTTF and MTTR can be combined to get the MTBF metric: MTBF = MTTF + MTTR. In this case, time measurements are real time and not the execution time as in MTTF. Thus, MTBF of 300 hours indicates that once a failure occurs, the next failure is expected after 300 hours (Alaa & Mustafa, 2017).

2.7 Method of measuring software quality

Software quality evaluation standard involves the following for software evaluation (Pressman, 1997): measuring software quality during development process, revealing current software condition, predicting the following-up as well as the provision of the powerful means to do so for the buyer, the developer and the evaluator. The principle of software metrics is to make assessments throughout the software life cycle, to measure whether the software quality needs are being met. Therefore, it is important to consider carefully what software engineering data to collect for the purpose of quality measurement and decision making. The data must be based on well-defined metrics and models. At the project level, the primary focus is to measure errors and defects and derive relevant metrics such as requirement or design errors per function point, errors uncovered per review hour, errors per thousand lines of code. The software engineering community has adopted an iterative approach to software development in form of Scrum (Schwaber, and Beedle, 2002), XP (Beck, 1999) and other agile (Cockburn, 2001) methods. These promote fast cycle user interaction and development process to keep the effort focused on customer needs based on fast customer feedback either interactively or through analysis of service use behaviour. The start-up community has adopted a similar approach and commonly uses the lean start-up cycle (Ries, 2011) to evaluate the hypothesis of customer needs using the build measure learn cycle, which is repeated to improve customer acceptability of the offering and the business value of the start-up. The common theme of these approaches is that instead of trying to estimate or predict the value in advance, try to shorten the cycle time from development to actual customer feedback, which indicates the value of the software in use. That is, from the software engineering (SE) perspective, the speed of feedback received from users is the best indicator of the value of the newly created software. This indicates that shortening the feedback cycle would drive the SE process towards faster reaction on
customer value and higher value creation. The flow of new features through a SE process can be measured at various points in time with an aim to reduce delay between points to reduce cycle time. Data collection and analysis, which yields intelligence about the project and the development process, is vital for business success. Validation should be performed concurrently with software development and data collection, based on interviews with those people supplying the data. The actual collection process can take several basic formats such as reporting forms, interviews, and automatic collection using the computer system. It is more important that the information extracted from the data be focused, accurate, and useful.

Table 2. Software Metrics to Assess Software Quality (Sivagami et al., 2013)

<table>
<thead>
<tr>
<th>Software Quality Characteristics</th>
<th>Sub-Characteristics</th>
<th>Proposed Metrics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Functionality</td>
<td>Suitability</td>
<td>No. of undetected functions during system testing / total no. of functions in the specification</td>
</tr>
<tr>
<td></td>
<td>Accuracy</td>
<td>Total number of variations in the obtained results to the expected results for a set of given inputs</td>
</tr>
<tr>
<td></td>
<td>Compliance</td>
<td>No. of satisfied requirements / Total no. of requirements</td>
</tr>
<tr>
<td>Security</td>
<td></td>
<td>No. of attempts (succeeded /failed) / Total no. of attempts</td>
</tr>
<tr>
<td>2-Portability</td>
<td>Adaptability</td>
<td>No. of platforms to which the software is applicable / Total no. of platforms</td>
</tr>
<tr>
<td>Installability</td>
<td>Time required to install the s/w in the specific environment / standard installation time</td>
<td></td>
</tr>
<tr>
<td>Conformance</td>
<td>No of (Standards/ conventions) performed to which the software adheres / Total no. of (standards / conventions)</td>
<td></td>
</tr>
<tr>
<td>Replaceability</td>
<td>Adaptability + Installability</td>
<td></td>
</tr>
</tbody>
</table>

2.8 Significance of software metrics

Metrics provide an insight into the effectiveness of the quality assurance activities. Software Metrics are essential in software engineering for measuring the software complexity,
estimating size, quality and project efforts (Amit and Sanjay, 2012). (Douglas 1993) believes that the software quality metrics can be used to detect and remove problems with the software processes. Application of software metrics acts as an improvement driver for Capability Maturity Model. (CMM). Over collection of software engineering data is quite common when people start to measure software without a specification of metrics and models. The interpretation of the desirable properties of a software product in quantitative terms is an important part of the engineering activity in the modern world. Because once the product is released, it is no longer in a controlled test situation but instead in-practice with different users. Measuring quality can formulate baselines, estimate quality and observe enhancement. The advantage of software metrics is it provides a quantitative basis in the assessment of software quality. Thus it reduces the subjectivity and makes the software quality more visible. Metrics plays significant role contributing to end product quality. Software quality assessment is expected to contribute and assist developer and tester to identify and correct the defect.
3 METHODOLOGY

This chapter presents the various methods that were used in the collection of data, processing and analysis. It also provides the descriptive information on the methods and instruments of data collections, processing and analysing.

3.1 Research design

There are three main research approaches in social science research namely: Quantitative, Qualitative and Mixed method (Tashakkori & Teddlie, 2003). In qualitative research approach, the researcher depends on the views and opinion of the participants by asking questions that are broad and general in nature, collecting of data that are mainly words or text, describe and analyse the words collected for theme and make inquiry in biased manner (Tashakkori & Teddlie, 2003). This research approach discovers and understands views and thoughts of the respondents which means it explores purpose and reality. This approach represents the world into interviews, photographs and recordings. Qualitative research engages an interpretive, naturalistic approach to the world. (Denzin and Lincoln, 2005) contends that qualitative researchers study things in their natural settings, trying to make sense of, or interpret phenomena in terms of the meanings people bring to them. The advantage of this approach is that it does not need a strict design plan to begin. Also qualitative research allows the researcher to gain more detailed and comprehensive written description or visual evidence such as photograph. This type of research approach looks at context and social meaning and how it affects individuals which are advantageous particularly in social science. The disadvantages of this approach are that the researcher interprets the research according to his or her own biased view. Also this research approach is time consuming and can last for months or years (Dillman, 2000; Wallen & Fraenkel, 2001).

The study will be a primarily a qualitative research. The reason for adopting such a methodology is based on the view that a qualitative research can be used “to study almost anything imaginable in the social world” (Kalof, Dan & Dietz, 2008). The preceding thus gives an indication that this study will not be based on an analysis of quantitative data. The research rather intends to analyse software quality models in other to collect real time metrics for software improvement. As (Kalof et al 2008) state that “the tradition of qualitative
research tends to focus on meaning and motivation that underlie understandings of processes in the social world”. A similar assertion is found in (David Silverman’s 2010) analysis as he suggests that “for qualitative research, detail is found in the precise particulars of such matters as people’s understanding and interaction.”

Central to this study is a need to understand how software development process can be improved. This essentially gives an indication that there will be a need for an examination of several SPI models and analyses and come out with how it can influence development. (Kalof and Kim 2008) lend their voice to the preceding position by suggesting that central to a qualitative research is an emphasis “on how people make sense of their setting” and “why people think and act as they do” (Kalof et al 2008).

3.2 Research Paradigm

Research paradigms are those that relate to the underlying “knowledge” or epistemology that guides the research towards the most suitable and appropriate research method for answering the research questions (Orlikowski & Bauroudi, 1991), (Myers, 2009). Therefore, in order to find the most appropriate method for this study, I chose a research paradigm suitable for the research problem and goal. Since the study aimed to add to the solution of an industrial research problem, and the phenomenon being studied was highly impacted by its context, as it is motivated below, the interpretivist paradigm was suggested to guide this study.

Interpretivism assumes that reality can be archived only by means of social constructions. It emphasizes the subjective meaning of the reality and highlights the impact of context and people involved, including the researchers (Orlikowski & Bauroudi, 1991).

According to the interpretivist paradigm, the organizations, groups and social systems cannot exist apart from humans and therefore cannot be defined, characterized and measured in some objective and universal way (Orlikowski & Bauroudi, 1991). By using interpretivism, one could achieve a better and comprehensive understanding/view of the phenomena that is being studied.

Due to high significance of the context and the influence of the organization and people involved in SPI process, the interpretivism was chosen as a leading paradigm for conducting this study. It aids to the understanding of social and contextual situations that influence the SPI process. Moreover, since software organizations are the primary target audience of this
research and the research problem is an existing industry problem, it is important that the research done within this field considers the role of context and real world setting. This is because it has been recognized that practitioners find more useful studies that provide detailed interpretation of a case in specific organizational and social contexts (Walsham, 1995). The lessons and recommendations given for a specific case can be easily applied by other practitioners, if the context allows it.

Interpretivism guides the research towards the methods which recognize the importance of the context and assume that the reality is subjective. In order to understand the meaning of human and social interactions, interpretivists need to engage in the social settings investigated and learn about the context from the participants’ perspective (Porta & Keating, 2008), using mainly qualitative research methods such as field studies and action research, since these methods examine humans within their social settings (Orlikowski & Bauroudi, 1991). It, however, also makes use of quantitative data collection methods, if needed (Porta & Keating, 2008). Interpretivists mostly work inductively but can combine both inductive and deductive approaches (Porta & Keating, 2008). Driven by this research goal and objectives, I followed an interpretivist approach and conduct research in line with inductive reasoning.

Moreover, the research would be driven by qualitative research methods, to some extent incorporating quantitative data collection techniques, when required.

3.3 Data Collection and Procedure

Qualitative data for this study is sourced from books, journal articles, news bulletins and internet sources. A case study analysis is further used to interpret and analyse data gathered. This is because it will enable the research design to be more specific, credible, manageable, focused and practical. Essentially, through the adoption of a case study analysis, the researcher is able to glean through an array of materials, and identify substantial resource materials for the study.

Again, the suitability of the case study analysis hinges on the fact that the case study method examines the relationship among all variables in order to provide a thorough understanding of a situation, as much as possible, and avoid the fallacy of generalization (Gacenga et al 2012). The findings of a case study research such as this one, can also lead to the
specialization of the area under investigation, and a further extrapolation and generalization can be made in studies conducted under similar, or the same social, political and economic setting.

I studied three major source types: books and standards, scientific articles and white papers or industrial reports using mainly digital databases and libraries, such as LUT Finna, IEEE, Springer, Libris, and Google Scholar as well as simple internet-based searches. I have explored the state of the art on the software development processes, software development methods and methodologies, software method adoptions, software process improvements, as well as software process improvement tools and models. Finally, I came back to the Definition of the research focus step, I confirmed the research goal and objectives, and defined the research strategy to be followed in this research.

3.3.1 Search Strategy

In selecting the study materials needed for the study, articles were searched from the different selected databases using the keyword which returned 25 articles. Filtering the result with the article title and year of publication reduced the results to 16. Applying the inclusion and exclusion criteria limited the result to 7 studies which buttressed the points on the frequency of characteristics posed by the software quality models. Figure 2 shows the adopted search strategy for the research.

![Figure 2. Search Strategy](image-url)
<table>
<thead>
<tr>
<th>Table 3. Search Criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Language</strong></td>
</tr>
<tr>
<td><strong>Period</strong></td>
</tr>
<tr>
<td><strong>Search Keyword</strong></td>
</tr>
<tr>
<td><strong>Region</strong></td>
</tr>
<tr>
<td><strong>Information Resources</strong></td>
</tr>
</tbody>
</table>

### 3.3.2 Inclusion/Exclusion Criteria

The following inclusion and exclusion criteria was used to get the needed articles for the study. The inclusion criteria is the criteria used to select the relevant materials for the study. Any article that falls in the inclusion criteria is used while the exclusion criteria is the criteria for which material to be excluded as part of the study.

<table>
<thead>
<tr>
<th>Table 4. Inclusion and Exclusion Criteria</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Inclusion Criteria</strong></td>
</tr>
<tr>
<td>1 Main aim to examine software quality model</td>
</tr>
<tr>
<td>2 Analyse not less than 5 quality models</td>
</tr>
<tr>
<td>3 Makes comparison of the software quality models</td>
</tr>
</tbody>
</table>

### 3.4 Data Analysis

The data gathered from different sources was analysed using a descriptive approach aided by Microsoft Excel. It enabled the research to come out with the final findings of the research. The results from the analysis are presented in frequency tables, bar graphs and pie charts. The data analysis started by collating the frequency of the characteristics of the
selected models. Each model was presented in a column using tally for each of its characteristics. The characteristics are then displayed under each model. When a model has a particular characteristic, it is ticked in its column against the characteristic at the end the total characteristics of each model is written below the table.
4 RESULTS

Several software quality models have been developed over the years; this chapter analyses five selected software quality models that have been developed over years and make comparison of them.

4.1 McCall’s Quality Model (1977)

In the Jim McCall et al quality model, it was discovered that there are 11 factors out of the associated 23 criteria of a software based on three perspectives which are 1; product revision (the ability to correct errors, system adaptation and undergo general changes) 2; product operation (understability of the product at once, easy to use and giving the required result) 3; product transition (the product being able to adapt to new environment in terms of hardware changes) the model is illustrated in Figure 3 below.
Figure 3. McCall’s Quality Model Adapted from Pfleeger (2003) and McCall et al. (1977)
4.2 BOEHM’s Quality Model (1978)

Further was the Boehm et al quality model in 1978 which defined the ultimate characteristic of a software as general utility. They arranged characteristics in a hierarchical structure each aiming at contributing to the quality of the entire system. The characteristics at the top level are the requirement of actual use of the software where quality evaluation is made. This include the as-is utility, portability and maintainability. The middle level characteristic is the seven qualities that form the required qualities of a good software which are Understandability, Reliability, Portability, Testability, Efficiency, Usability, and Flexibility. The Evans and Marciniak model is an alternative model have emerged after the McCall model, it defines twelve factors that are grouped into three categories: design, performance and adaptation. See Figure 4 for Boehm quality model adapted from Pfleeger (2003).
4.3 DROMY’s Quality Model (1992)

The third model to be analysed is the Dromy model which was developed in 1992. This model centered on the framework of analyzing requirement, design and implementation. It consists of 3 sub models which are the requirement quality model, the design quality model
and the implementation quality model. The top level characteristics of the implementation model are:

(i) Correctness (checking if some principles are neglected)
(ii) Internal measures (check if the system components are implemented as the intended use)
(iii) Contextual (examines external influence on the utilization of components)
(iv) Descriptive (check how descriptive a component is)

See Figure 5 for more details about Dromey’s quality model.

Figure 5. Dromey’s Quality Model

4.4 FURPS Quality Model (1992)

This model was presented by Robert Grady at Hewlett Packard. He categorized it into two parts of requirements namely the functional requirements and non functional requirements. The functional requirement defined the input and output while the non functional requirement defined the usability, reliability, performance and supportability (Suman & Wadhwa). See Figure 6

Figure 6. FURPS Model
4.5 ISO 25010 Quality Model (2011)

Another model identified by this study is the ISO 25010 quality model which served as an international standard for measuring quality. This model was coined from the first ISO model ISO 9216. The ISO 25010 is an extension of the ISO 9126 which was coined from the McCall model and it consist of the internal and external quality attributes and quality in-use attributes. The properties and qualities of the system refers to the internal attributes of the system that can be analysed without executing it while the external attributes of the system are the attributes that are examined while in execution.

Quality in-use means the properties the user of the system experience when the system is being used and during maintenance. All the characteristics of the internal and external are Portability, Maintainability, Reliability, Functionality, Efficiency and Usability. The ISO 25010 has additional two characteristics from the previous version 9126 namely; security and compatibility (Suman & Wadhwa, 2014). These new characteristics improves the quality of the ISO model and covers wider scope of characteristics. Figure 7 shows the product quality model according to ISO 25010:2011.
Figure 7. Product Quality Model According to ISO/IEC 25010:2011

Table 5. Comparison of Quality Models

<table>
<thead>
<tr>
<th>Quality Models Attributes</th>
<th>Boehm</th>
<th>FURPS</th>
<th>Dromey</th>
<th>McCall</th>
<th>ISO 25010</th>
</tr>
</thead>
<tbody>
<tr>
<td>Portability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Reliability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Efficiency</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Human engineering</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Testability</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Understandability</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Modifiability</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Maintainability</td>
<td>✓</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Attribute</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>--------------------</td>
<td>----</td>
<td>----</td>
<td>----</td>
<td>----</td>
<td>----</td>
</tr>
<tr>
<td>Flexibility</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Reusability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Interoperability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Correctness</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Usability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Integrity</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Supportability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Performance</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Adaptability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Installability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Changeability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Accuracy</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Maturity</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Suitability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Resource utilization</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Analyzability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Stability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Attractiveness</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Operability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Functionability</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Security</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Compatibility</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td><strong>Total Number of Attributes</strong></td>
<td>7</td>
<td>5</td>
<td>7</td>
<td>11</td>
<td>20</td>
</tr>
</tbody>
</table>

From table 5 above, the 5 quality models have been analysed based on 30 characteristics. Results from table 5 above shows that the first model Boehm posses 7 characteristics namely: reliability, portability, efficiency, human engineering, testability, understandability and modifiability. The second model FURPS posses only 5 characteristics namely: reliability, usability, supportability, performance and functionability. The third model Dromeys posses 7 characteristics namely: reliability, portability, efficiency, maintainability and reusability, usability and functionability. The fourth model posses 11 characteristics namely: reliability, portability, efficiency, testability, Maintainability, Flexibility, Reusability, Interoperability,
Correctness, Usability, Integrity. The last model ISO 25010 possess 20 characteristics namely; reliability, portability, efficiency, testability, maintainability, usability, Installability, Adaptability, Changeability, Accuracy, Maturity, Suitability, Resource utilization, Analyzability, Stability, Attractiveness, Operability, Functionability, security and compactibility.

In further comparison, the McCall model and the ISO 25010 model have some similarities and differences. The McCall and ISO model both have a quality factor, high level quality characteristics or factors such as usability, reliability, efficiency, maintainability and portability. The differences between these two models are that the ISO model stress more on the characteristics visible to the end users while the McCall consider qualities internal to the system. For example, the characteristics of reusability is internal to the system which the developer has to build this reusability component in the system and not visible to the user. Also, in the McCall model, a single quality criterion can have effect on several quality factors while in ISO model one characteristic affect one quality characteristics. Also, the McCall quality factors is more important to the developer while the ISO model focus on the product. The disadvantage of McCall model is that it does not consider directly on the functionality of software product.

The Boehm model has its strength from the angle where it addresses the contemporary shortcomings of models that automatically and quantitatively evaluate the quality of software. Also, the Boehm model represent the characteristics of the software product hierarchically in order to contribute to the total quality of the software. The drawback of this model is that, the model only contains a diagram without or little suggestion about measuring the quality characteristics.

The FURPS model has its strength is the angle that it considers only the user’s requirement and disregard the developer’s consideration while its’ drawback is that the model fails to take into account some important characteristics such as portability and maintainability. The Dromey model is broad enough to accommodate different system development but suffer from the lack of criteria for measuring software quality.

Figure 8 shows the frequency of each characteristics appearance in the five quality models.
Figure 8. Frequency of Characteristics Appear in the Five Quality Models
From the 30 characteristics, only one characteristic is common to the 5 quality models that is the reliability. Also, there are only three characteristics (efficiency, usability and portability) which belong to 4 models. three characteristics is common only to three quality models that is testability, maintainability, and functionability characteristic. And only two models have reusability in common. And, twenty characteristics (Human engineering, understandability, modifiability, flexibility, interoperability, correctness, integrity, supportability, performance, adaptability, installability, changeability, accuracy, maturity, suitability, resource utilization, analyzability, stability, attractiveness, operability,) are defined in only one quality model.
5 DISCUSSION

This study examined the different software quality models and makes comparison on the selected models. In other for the study to examine the different quality models, the models were analysed by reviewing past literatures on software quality models. Different software quality models have evolved over the years which has been used in software development and engineering. To get details about this, some selected software models were examined. These software quality models have different characteristics common to all which is reliability and other qualities which cut across some of the models. Out of the models, the ISO 25010 model appears to have the largest number of characteristics for quality software process comprising of 20 characteristics. However, the user has some impact on the quality of software and helpful in measuring the software quality as they interact with the system and spend longer time with the system. In fact, software performance is better rated or determined by the end users.

After the analysis, some of the qualities identified in the models are; reliability, testability, Human engineering, understandability, modifiability, flexibility, interoperability, correctness, integrity, supportability, performance, adaptability, installability, changeability, accuracy, maturity, suitability, resource utilization, analysability, stability, attractiveness, operability among others. In all, this study has shown the evolution of the software quality models till date. In as much as no model has all the qualities, the ISO 25010 has proven to cover wider attributes than other software quality models.

ISO/IEC 25010 categorizes the product quality properties into eight characteristics: functional suitability, performance efficiency, compatibility, usability, reliability, security, maintainability and portability. With each characteristics being composed of a set of related sub-characteristics. Quality in use attributes are categorized into five characteristics: effectiveness, efficiency, satisfaction, freedom from risk, context coverage (Suman & Wadhwa, 2014).

The definition of quality in use compared to ISO/IEC 9126 also includes the quality of hardware, operating environment and the characteristics of users, tasks and social environment as having an effect on stakeholders. The other models do not take into account quality in use the way ISO 25010 has taken into account of it. Boehm, Dromey, and McCall take into consideration only efficiency which is one of the attributes of quality in use. Also,
all the models take into consideration of another attribute of quality in use which is reliability (Nermine et al, 2013).

The reusability features of the model allows the software to be developed in a design that can be reused by using existing assets in some form within the software product development process; these assets are products and by-products of the software development life cycle and include code, software components, test suites, designs and documentation. Installability of the software is the ability of a software product to be installed in a specific environment. in the case of the ISO model, if the software is installed by the end users, installability will have effect on the suitability and operability of the system (Khan et al, 2006).

This may be due to incorrect installation by user but will operate better when installed by the developer. Another feature is the platform independence which means the software designed based on this model can run some code with little or no modification on multiple platforms. This reduces the stress of starting from scratch when moving to a new platform. Efficiency is the amount of resources required by a program to perform a specific function. This show the amount of effort put into the software development to measure its user satisfaction. Efficiency is important as the main purpose of developing a software is for the users to use it to solve an existing problem or to improve current operation. All these features mentioned improve the sustainability of software product. A software that perform independent is sustainable irrespective of any platform changes. Efficiency, reusability and installability are measures to ascertain if a software product is sustainable (Maryoly et al, 2003).

There is no risk associated to this research only limitations. This study is limited in scope as only five software quality models were examined. If more models are examined there is tendency of having a little shift in the findings. Also covering more models would go a long way in analysing the length and breadth of software quality models. In as much as the study used only five models, the researcher selected the major models and the result does not misrepresent what software quality models are. Also the study is limited to the use of secondary data for data collection if more time is available, meeting face to face with software development companies or software developers would go a long way in giving their opinion on the models they prefer based on their experience in the field. In as much as the study didn’t employ interview with developers, literature reviewed took care of that by bringing together views of scholars on the research topic (Koziolek, 2011).
In all it can be concluded from the analysis that models by McCall, Boehm and Dromey are focused on the product perspective of the quality at the expense of other perspective. They can be said to be used in a down to top approach to quality that does not fit for software quality engineering. Also, the MCcall model support all quality perspective and its framework support both the bottom up and top down approaches.

5.1 **Recommendation**

Based on the results from the study, it is recommended that for software quality engineering, the ISO/25010 seems to be well suited for software engineering process. ISO/IEC 25010 standard isn’t picking up the merited consideration from the industry. It is assumed that this is because the market does not request ISO/IEC 25010 certification and ISO/IEC 25010 does not offer any certification whatsoever. In the meantime, unique markets require following of different standards and regulations. ISO/IEC 25010 is predominantly utilized by the research institutions and still not widely utilized in the industry. Another purpose behind lack of support for ISO/IEC 25010 is that the standard does not depict the evaluation process, so the companies miss the data how to utilize this standard. We expect that this procedure issue will be settled with the up and coming generation of ISO/IEC 25010 quality standards SQuaRE.

Recommendation is that giving consulting and certification services to market requested for standards are preferred business opportunity over evaluating software quality utilizing ISO/IEC 25010. An elective business opportunity is utilizing ISO/IEC 25010 standard as a rule for evaluation of particular quality attributes i.e. Ease of use of application software, given that there is an interest from the software producers.
6 CONCLUSIONS

This study examines the software quality models and makes comparison on the selected models. This study has examined and analysed different software quality models. Past literatures on software quality models have been reviewed. All the objectives set for the studies were achieved and questions asked were answered. The first objective set for the study was to examine the different software quality models that exist. The literature reviewed in the chapter two revealed the software quality models that have been in existence till date. Results in chapter four also revealed some of these models. The second question asked in the study was to ascertain the characteristics of the selected software quality models. The results in chapter 4 revealed there exist in total 30 characteristics a quality model can have. Further revealed that no software quality model can have all the 30 characteristics. The last question seeks to find out how the models differ. Result showed that only one characteristic is common to all the 5 selected model and a model can have an attribute which another different model does not have.
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