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Abstract
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ISBN 952-214-063-5, ISBN 952-214-064-3 (PDF), ISSN 1456-4491

This thesis examines coordination of systems development process in a contemporary
software producing organization. The thesis consists of a series of empirical studies in
which the actions, conceptions and artifacts of practitioners are analyzed using a
theory-building case study research approach. The three phases of the thesis provide
empirical observations on different aspects of systems development. In the first phase
is examined the role of architecture in coordination and cost estimation in multi-site
environment. The second phase involves two studies on the evolving requirement
understanding process and how to measure this process. The third phase summarizes
the first two phases and concentrates on the role of methods and how practitioners
work with them.

All the phases provide evidence that current systems development method
approaches are too naive in looking at the complexity of the real world. In practice,
development is influenced by opportunity and other contingent factors. The systems
development process is not coordinated using phases and tasks defined in methods
providing universal mechanism for managing this process like most of the method
approaches assume. Instead, the studies suggest that managing systems development
process happens through coordinating development activities using methods as tools.

These studies contribute to the systems development methods by emphasizing the
support of communication and collaboration between systems development
participants. Methods should not describe the development activities and phases in a
detail level, but should include the higher level guidance for practitioners on how to
act in different systems development environments.

Keywords: information systems development, software architecture, requirement
elicitation, case study, grounded theory
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ANSI/SPARC used to refer to the three-level database systems architecture, literally
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1 Introduction

1.1 Motivation

Information systems play an ever-increasing role in today’s society and industry. We
regularly use many kinds of information systems, such as electronic mail and the
Internet, mobile phones, cars controlled by computer and digital TV sets.
“Information systems has also become an essential part of the modern organizations
that enables new products and services and innovative ways to deliver products and
services faster” (Weill and Broadbent 1998).

These information systems, such as mailing or security management systems, are
planned, designed and implemented by people (systems developers). The competence
needed of systems developers is diverse: they need to understand the requirements of
the problem domain (such as security control) at some level, know the possibilities
that different implementation technologies (such as mobile networks or the Internet)
can offer them and to communicate their ideas and solution proposals to a large set of
people, even between different languages. This is a different situation than in the
1950’s and early 1960's when the systems were more monolithic and systems
developers were thus able to master their development work in smaller groups.

During thirty years of history, planning, designing and implementing, the information
systems have faced a great deal of productivity problems. These productivity
problems include slipping schedules and cost overruns (Boehm 1987; Brooks 1995),
and low systems quality with increased maintenance costs (Boehm 1987). According
to Standish Group’s 1998 survey, only 26% of systems development projects were
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delivered on time, on budget, and with promised functionality, wasting billions of
dollars annually; 46% were completed over budget and behind schedule, with fever
functions and features than originally specified (Keil and Robey 2001). Another study
reported that between 30-40% of all systems development projects went over budget
and exceeded their time schedule (Keil, Mann et al. 2000). Many researchers have even
gone as far as to speak of a “software crisis” or a “system crisis” (Brooks 1987).
Software crisis is characterized by projects that are “always over budget, behind
schedule, and unreliable” (Glass 1994). These kind of problems forced information
systems (IS) and software engineering (SE) communities to direct their efforts towards
improvement of software quality and productivity.

In response to these productivity and quality problems, researchers have developed
different methodical approaches. Methods are seen important elements in both
disciplines and method approaches are based on the strong belief that methods
provide universal consistent mechanism for achieving the management and control of
the systems development process. This belief is criticized by (Nandhakumar and
Avison 1999; Truex, Baskerville et al. 2001). We can classify these methods approaches
into three categories based on how their view of the reasons and solutions for the
software crisis: system modeling and architecture approaches, process approaches,
and socio-technical approaches. Next, we will briefly look at how each of these
approaches has dealt with the software crisis.

Traditionally, the software crisis has been considered a consequence of the increased
technical complexity of the systems. For example, Dijkstra wrote already in 1972: “The
major course of a software crisis is that the machines have become several orders of
magnitude more powerful! To put it quite bluntly: as long as there were no machines,
programming was no problem at all. When we had a few weak computers,
programming became a mild problem, and now that we have gigantic computers,
programming has become an equally gigantic problem “(Dijkstra 1972). Dijkstra along
with many other researchers considered the system as a technical system (Hirschheim,
Klein et al. 1995). Creating conceptual, more abstract models of the system has been
one approach to decrease the complexity of systems. Traditional structured methods
such as Yourdon’s Structured Analysis (Yourdon 1989) as well as object-oriented
methods such as OMT (Rumbaugh, Blaha et al. 1990) are trying to resolve the software
crisis by modelling the system. The basic principles for architecting software-based
systems is the approach that use these system models (Smolander 2003). The concepts
of the structured approach, such as information hiding (Parnas 1972), functional
decomposition, cohesion and coupling (DeMarco 1978), are the basic principles of
these system modeling and architecture approaches.

Especially, the software engineering (SE) community holds the view that the quality of
products depends on the quality of the production process (Georgiadou 2003). This process
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encompasses both technical and managerial concerns, including technical
development, project management, data and configuration management, and quality
assurance and control. Suggested benefits of process structuring include improved
productivity through standardisation, and easier division of labour by breaking
processes down into tasks (Dowson 1993). Besides, this approach is based on a strong
belief that a well defined and documented systems development process can lay
foundation for improving long term productivity. The earlier life-cycle model
(Walters, Broady et al. 1994) approaches have developed such models as the waterfall,
prototyping and iterative models (Boehm 1988). These models define the order of
software development activities in software production, beginning with a statement of
the software requirements and ending with a description of its operation and
maintenance (Blom 1994). The later approach, software process improvement (SPI)
approach, such as CMM (Paulk, Curtis et al. 1993; Herbsleb, Zubrow et al. 1997;
Kuilboer and Ashrafi 2000), sees that explicit and coherent processes and their
improvement increase the effectiveness and predictability of the software projects and
software products’” quality. This approach has gained lately much attention especially
in practical systems development organizations (Glass 1999).

More recently, in the information systems (IS) field, the system has been seen more as
a social system that is technically implemented (Hirschheim, Klein et al. 1995).
Already the classical view of user participation in ETHICS (Mumford 1983) and Soft
System Methodology (Checkland 1981; Checkland and Scholes 1990) considered both
social and technical aspects of systems development. The other views, such as
Scandinavian trade unionist approach (Nygaard and Bergo 1974) focuses primarily on
the structure and power of economic power relationships in systems development.
These approaches, which we can call socio-technical approaches, are supported by the
observations that many of the problems encountered during system development are
not technical, but more related to insufficient user involvement, evolving
requirements or coordination of development work. Those challenges deal more with
social interaction and communication (Hirschheim, Klein et al. 1995) emphasizing
productivity problems as a consequence of the growing social complexity of the systems. These
approaches are mostly identified by the academic community and are not much
recognized by practitioners (Lyytinen 1987b).

Paradoxically, despite the efforts devoted to methodical approaches, systems have
continued to fail (Georgiadou 2003). The status of methods as a whole has been
described as a “method jungle”, as “an unorganized collection of methods more or
less similar to each other” (Jayaratna 1994). Methods are not fully accepted among
practitioners, and there is evidence of significant problems with the use of these
methods (Russo, Wynekoop et al. 1995; Wynekoop and Russo 1995; Fitzgerald 1998;
livari and Maansaari 1998; Nandhakumar and Avison 1999; Fitzgerald 2000). The
development of new methods has tended to be technology-driven, being often
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influenced by the introduction of improved techniques and software tools
(Nandhakumar and Avison 1999). Only a few studies concentrate on the process of
systems development in their organizational context (Curtis, Krasner et al. 1988;
Orlikowski 1993; Nandhakumar and Avison 1999; Beynon-Davies and Williams 2003).
Systematic surveys of the existing literature in both IS (Wynekoop and Russo 1997)
and SE (Glass, Vessey et al. 2002) fields revealed that most of the research papers in
these fields consist of normative research in which concept development is not based
on empirical grounding or theoretical analysis, but merely upon the author’s opinions.
Many researchers (Curtis, Krasner et al. 1988; Orlikowski 1993; Fitzgerald 1996;
Introna and Whitley 1997; Glass, Vessey et al. 2002) call for more empirical studies in
order to understand how information systems are developed in today’s organizations
and how well methods are used before proposing improvements or new methods.

1.2 About these studies

As stated above, there are too few empirical studies that concentrate on the process of
systems development in the organizational context. Therefore, this thesis aims to fill
this gap by further clarifying how systems development process is managed in
practice. This objective is reached by conducting a series of empirical studies of two
systems development projects in a contemporary organization that competes in the
information technology business. We study the early systems development, which we
consider to be most important phases in solving the software crisis: architecture
design and requirement elicitation. In these studies the actions, conceptions and
artifacts of practitioners are interpreted and analyzed using theory-building case
study approach. The objective for this research is twofold: 1) to understand how
practitioners manage the systems development process and 2) to make a contribution
to the theory and practice of systems development.

The studies of this thesis highlight the problems in the current approaches to systems
development, which still largely assume that systems development is effectively
managed by system developers and managers, and methods provide universal
mechanism for achieving this management. Instead, our studies suggest that there is
no universal method for managing the systems development process, but
development is coordinated through the methods appropriate to the situation. In this
development process, methods play an important role as tools, which guide the
practitioners to understand the final system in different situations.

Using the metaphor ‘Trukese navigator’ we can describe systems development in
general as a process of Trukese navigation to the island in the following way:
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“The Trukese navigator begins his navigation with an objective to proceed to a particular
island without a reference to any explicit principles and without any planning, unless the
intention to proceed to a particular island can be considered a plan. He sets off toward the
objective and responds to the conditions as they arise in an ad hoc fashion. He utilizes
information provided by the wind, the waves, the tide and current, the fauna, the stars, the
clouds, the sound of the water on the side of the boat, and he steers accordingly. His effort is
directed to doing whatever is necessary to reach the objective.” (Suchman 1987).

The rest of this thesis is divided into two parts, an introduction and an appendix
including five scientific publications. The first part (introduction) is composed of six
chapters. Chapter 2 defines the context of these studies. Chapter 3 describes the
research area, problem and research methodology. In Chapter 4, the publications
included in the appendix are summarized. Chapter 5 discusses the research results
along with their implications for research, practice and systems development
methods. Finally, Chapter 6 of the introduction summarizes the whole thesis, lists its
contributions, identifies its limitations and suggests topics for further research. The
appendix is composed of five publications that have gone through a scientific referee
process. These publications present the results of this thesis in detail.
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2 Managing systems development process

The aim of this chapter is to give a general orientation to the subject of this thesis by
describing the terminology and concepts around managing systems development
process. This chapter includes also the description of related research. The chapter
ends with a summary of the scope of this thesis.

2.1 Information systems development methods

In this thesis, we study the information systems development process and its
coordination in practice. We first define Information Systems Development (ISD), as
being a change process taken with respect to an object system in an environment by a
development group using tools and an organized collection of methods to produce a target
system (Lyytinen 1987a; Lyytinen 1987b). In the following figure (Figure 1) the
elements of this environment are presented.

18



facilitate
@ Methods and process

models

use
support &
)

ide
follow

e —— \/

l produce,
use

Figure 1. Systems development environment. Adapted from (Marttiin 1998)

Systems development environment is a composition of different factors: actors, methods,
processes and tools, system models, and the relationships of these. These factors
should determine the methods, process models and supporting tools used in systems
development (Marttiin 1998). In this environment, the set of contingency factors or
contingencies (Kast and Resenzweig 1974; van Slooten and Schoonhoven 1996)
influence the composition of actors, methods and supporting tools. These contingency
factors include economic resources (time and money available), organization and
stakeholder related factors (e.g. managerial commitment, clarity of goals, importance
of system, and knowledge, experience, and resistance of users), and project and user
related factors (e.g. project size, skill, dependencies with other projects, and
developers’ familiarity with the application area, methods and tools). We can say that
each development process is unique. Methods as situation based artifacts are
discussed in (Sol 1983; Avison and Fitzgerald 1988; Curtis, Krasner et al. 1988; Kumar
and Welke 1992). Their message is that there is no best way to develop a system, and
no method is suitable for all development situations.

Lyytinen’s definition emphasizes the process that takes place in an organization. We
can notice the situation dependency of the systems development process when
looking at the details of the definition. The change process can be described as an event,
where the development groups acts on, formulates and alters current object systems guided by
multiple objectives (Hirschheim, Klein et al. 1995). An object system consists of phenomena,
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which the development group is observing. Object systems are perceptions of the target of
change, which may vary among the members of the development group (Hirschheim,
Klein et al. 1995). We emphasize also the latter part of Lyytinen’s definition, which
states that development group uses methods and tools to describe the system.

It is generally believed that the power of methods comes from Descartes, who
proposed that truth is more a matter of the proper method than genial insight or
divine inspiration (Hirschheim, Klein et al. 1995). Influenced by Descartes, the concept
of method entered mathematics and natural sciences. As these sciences have defined
what counts as knowledge in the Western world, the concept of method has deeply
influenced policies and practices in industrial societies and the managing of technical
or social change (MacKenzie and Wajsman 1999). Therefore, the majority of
disciplined approaches to systems development follow some methodical guidelines.

Systems development methods have been developed primarily to formalize the
systems development activities and to allow effective sharing of information through
standardized notations and models of views of systems (Rossi 1998). The simplest
way to see methods is “the way of doing things” (Angell and Straub 1993), which is a
popular view among system development practitioners (Wynekoop and Russo 1995).
In these studies, we define methods as “a predefined and organized collection of techniques
and a set of rules which state by whom, in what order, and in what way the techniques are
used” (Smolander, Tahvanainen et al. 1990; Tolvanen 1998). There exist many other,
quite similar, definitions of methods. The most widely used method definitions are
exemplified in the following table (Table 1).
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Table 1. Examples of widely used definitions of systems development method

Source Method definition
Hirschheim et | An organized collection of concepts, methods, beliefs, values
al. and normative principles supported by material resources
(Hirschheim,
Klein et al.
1995)
Avison and A collection of procedures, techniques, tools and
Fitzgerald documentation aids which will help the systems developer in
(Avison and | their efforts to implement a new information system. A method
Fitzgerald will consist of phases, themselves consisting of subphases,
1995) which will guide the systems developers in their choice of the
techniques that might be appropriate at each stage of the
project and also help them plan, manage, control and evaluate
information systems project. It is usually based on some
‘philosophical’ view.
Wynekoop A systematic approach to conducting at least one complete
and Russo phase (e.g. requirement analysis, design) of systems
(Wynekoop development, consisting of a set of guidelines, activities,
and Russo techniques and tools, based on a particular philosophy of
1995) systems development and the target system
Rumbaugh 1) a set of fundamental modeling concepts to capture
(Rumbaugh semantic knowledge about a problem and its solution
1995) 2) a set of views and notions for presenting the underlying
modeling information
3) astep-by-step iterative process for constructing models
and implementation of them
4) a collection of hints and rules of thumb for performing
development

Almost all the methods include a process aspect describing tasks for actors to carry
out. Many methods include process models describing sequences and concurrency of
tasks related to the production of system models and documents (like in (Yourdon

1989)).

Two terms frequently mentioned in connection with methods are techniques and
tools. A technique is a way to accomplish the desired state of affairs by a series of steps
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(Welke 1983). We can use modeling techniques, such as Data Flow Diagramming
(DeMarco 1978) to support systems analysis and design, brainstorming techniques in
co-operation and reviewing techniques to gather information. Description languages,
such as UML (Jacobson, Booch et al. 1999), make the conceptualization of the object
system shareable among the members of the development group. Tools, such as CASE
(Bubenko, Langefors et al. 1971; Orlikowski 1993) and CSCW (Lee and Malone 1990;
Grudin 1994a; Grudin 1994b), are used to support methods and development work
(Wijers 1991). These automated tools provide support for data analysis, design and
implementation phases in systems development as well as for managing the systems
development (Nandhakumar and Avison 1999).

2.2 Process models

The process model aspects of the method can be distinguished based on several
criteria, but most often they include modeling related processes (way of working) and
management related processes (way of controlling) (Olle, Hagelstein et al. 1991). The
former describes how the method produces results, the outcomes of the method use,
and the latter how the project is planned, organized and managed.

Process models have been used as management tools in systems development since
the early days of information systems (IS) and software engineering (SE) fields. Early
models were called life cycle models (SDLC) until the term software process was
introduced and gained popularity. For example, in the year 1987, the whole
conference of ICSE (International Conference on Software Engineering) was dedicated
to the theme of software process (ICSE 1987). Lifecycle models present the ideal
structure of systems development process focusing on sequences between the
activities (e.g. requirement elicitation, analysis, architecture design, detailed design,
testing, maintenance), deliverables (specification or document, such as requirement
specification) produced in these activities and possible iterations between them
(Bubenko 1986). The oldest model, waterfall, models the systems development as a
definite set of steps (stages or levels), all the deliverables from one stage being passed
to the next level just as water cascades from one level to the next in a natural waterfall
without backflow (Georgiadou 2003). As an answer to the pitfalls of the waterfall
model, there have been number of improvement to it towards more iterative
development, like prototyping (Kautz, Kuhlenkamp et al. 1992) and spiral model
(Boehm 1988). Waterfall and spiral models are shown in the following figure (Figure
2).
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Figure 2. Waterfall (right) and spiral (left) models of the software process. Adapted
from (Boehm 1988)

Software process approaches can be classified into software process improvement
(SPI) approaches. SPI approaches aim at increasing the maturity and quality of
software processes in organizations (Humphrey 1989; Zahran 1998). Kontio (Kontio
1995) points out that the basic philosophy behind these approaches is similar. They are
based on Crosby’s maturity concept (Crosby 1979) for assessing the maturity of
quality management of an organization. SPI and maturity models are founded in the
following principles:

1) the product quality is dependent on the process quality

2) the maturity of the process can be characterized by analyzing the
existence of a set of practices, and

3) there is an optimal, universal order for implementing these features and
compliance to this order determines the maturity of an organization

The most widely known and used maturity model is the Capability Maturity Model
(CMM) (Humphrey 1989; Paulk, Curtis et al. 1993) developed by the Software
Engineering Institute (SEI). The CMM describes 5 levels of maturity (initial,
repeatable, defined, measurable, and optimizing) which indicate process capability.
Other SPI models includes ISO 9001 (ISO 1991), Bootstrap (Koch 1993) and Spice
(Dorling 1993). The main purpose of SPI approaches is to change the way practitioners
develop software emphasizing problem solving, knowledge creation, participation,
integrated leadership and continuous improvement in an organization (Mathiassen,
Pries-Heje et al. 2002).

The investment in process improvement has been reported to give significant business
benefits to organizations, such as improved product quality, reduced time to market,
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enhanced productivity (Zahran 1998), increased organizational flexibility, along with
employee satisfaction (Yamamura 1999). Glass (1999) has evaluated financial gains of
different software technologies — structured techniques, fourth generation languages
(4GL), computer aided software engineering (CASE), formal methods, the cleanroom
method along with object orientation and process models — concluding that the
process model data reflects a consistent pattern of improvement gained. Most of these
reports originate in the US and there is no empirical evidence on their applicability
elsewhere (Abrahamsson 2002). Although many SPI approaches are generally known
in Europe, they are not widely used (Kautz and Larsen 2000; Abrahamsson 2002).

2.3 System models

Basically, modeling grew out of techniques of data organization and file design that
led to the development of database technology around the mid-1960s (Hirschheim,
Klein et al. 1995). We define modeling generally as “the act of purposely abstracting a
model from a part of the universe” and a model “as a purposely abstracted and unambiguous
conception of a domain” (Proper, Verrijn-Stuart et al. 2005). By system modeling we
mean abstracting a model from a part of the information system, and system model as an
abstracted conception of a information system domain. System modeling is connected with
data abstraction from programming languages (Brodie 1979), evolution of knowledge
representation and artificial intelligence (Senko 1975). The best-known system
modeling approaches are entity-relationships (ER) modeling (Chen 1976) and object-
oriented modeling (Booch 1986; Rumbaugh, Blaha et al. 1990; Jacobson, Booch et al.
1999). The late 1970s and 1980s saw a dramatic growth in the number of system
models. Semantic models, interpretive predicate logic models and dynamic models
were proposed (Hirschheim, Klein et al. 1995). During the 1990’s the architecture
modeling and architecture descriptions have gained attention in modeling large and
complex systems (Zachman 1987; Bernus, Mertins et al. 1998; Boar 1999; Bosch,
Gentleman et al. 2002).

During system modeling a perceived object system is defined using a conceptual
structure. A conceptual structure includes “a set of concepts and relationships forming a
vocabulary to define system models” (Neches, Fikes et al. 1991). Modeling techniques are
based on a subset of the conceptual structure, and thus modeling may stress data,
process, behavior, organization or problems aspects of a system (Olle, Sol et al. 1982).
The conceptual structure applied in system modeling is typically represented by
semiformal graphical notations (e.g. data flow diagrams (Gane and Sarson 1979) ), text
(e.g. root definitions (Checkland 1981)) or formal languages (e.g. Z (Spivey 1988)).

These system models have one main purpose: to specify the system as early in the
development process as possible for the purpose of better understanding the system,
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validating the requirements and verifying the design and implementation (Bubenko
1986). In this way the system models have a connection between requirement
specification and architecture description, which form the system models of the
requirements and architecture of the system.

Requirement specification contains a system model of the real world and specifies its
problems and requirements. Requirement elicitation is a process, which deals with
detecting and representing requirements of the system. It is a part of the requirement
development activities in requirement engineering. Requirement specification has
been considered an important part of the requirement elicitation process. It serves as a
means of communication between the user and the systems developer and represents
in a systematic fashion the current state of the real world, its problems and its future
requirements (Pohl 1994; Kotonya and Sommerville 1998).

By architecture in this thesis we mean “the structure of the components of a system, their
interrelationships and principles and governing their design and evolution over time” (Garlan
2001). The use of architecture descriptions and architecture modeling provides a
number of important benefits, such as acting as communication and negotiation
vehicle between stakeholders, and capturing design decisions and the global structure
of the system (Bass, Clements et al. 1998; IEEE 2000).

2.4 Actors and coordination issues

In most cases, systems need to be developed in teams. As Winograd and Flores (1986)
observed, collaboration and communication exist in all human action except for the
simplest tasks. Teamwork requires tight coordination among all efforts involved in the
development process. Kraut and Streeter (1995) argued that coordination becomes
much more difficult as project size and complexity increases. Empirical studies show
that goup work causes difficulties in projects; for example, communication bottlenecks
and breakdowns are common in systems development projects (Curtis, Krasner et al.
1988).

Most systems development methods and process models only give an overview of
human interactions. They characterize possible roles for actors to participate in
development (Kruchten 2000). Some methods address communication problems far
more deeply based on either a political conflict — co-operation game, or a continuous
exchange of arguments (Lyytinen 1987b). Communication difficulties between users
and developers have been tackled especially in the UTOPIA project (Bodker, Ehn et al.
1987) and ETHICS (Mumford 1983).
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The terms communication, collaboration, control and coordination in managing
systems development are sometimes mixed. Some definitions separate them, like
(Henderson and Cooprider 1994; Vessey and Sravanapudi 1995). Yang (Yang 1995)
defines coordination as ordering of activities in the process, collaboration as
management of shared data, and communication as an exchange of information
between users. Sabherwal (Sabherwal 2003) defines control as improving performance
relative to a certain goal when the goals of activities differ from those of the larger
overall entity. We use in this thesis the definition of coordination that combine
communication, control, collaboration and coordination. We define coordination
using the definition by Malone and Crowston (1994): Coordination is management of
interdependencies between activities. Here, activities can be activities or objects;
everything that has dependencies requires coordination (Malone and Crowston 1994).
Malone and Crowston (Malone and Crowston 1994) describe four basic coordination
processes, which include collaboration and coordination; and support processes
including communication and control. A more detailed description of these basic
coordination and support processes is given in the publication I of the appendix.

2.5 Related research

“Reality is the murder of a beautiful theory by a gang of ugly facts “ (Glass 1996; Glass 1997)

As observed in this thesis, the systems development methods used by practitioners
have a set of common concepts originating in the structured techniques of the 1960s
and 1970s (Fitzgerald 2000). These concepts include life cycle thinking (Curtis, Krasner
et al. 1988), design strategies such as functional decomposition (Gane and Sarson
1979) and information hiding (Parnas 1972). Some studies argue that even object-
orientation can be traced back to this period and the definition of the Simula
programming language (Nygaard and Dahl 1966; Fitzgerald 2000). In the organization
of these studies, they used object-oriented method (Booch, Rumbaugh et al. 1998) and
combined it with waterfall process model. Recently, agile methods in general and
Extreme Programming (XP) in particular have gained a strong following among
system development practitioners. Agile methods have been developed by
practitioners as an alternative for the complicated traditional methods. Agile methods
emphasize communication, development speed, lighter documentation and team
effectiveness (Cockburn 2001; Abrahamsson, Warsta et al. 2003). However, no
empirical evidence of their practicability or effectiveness exists (Herbsleb, Zubrow et
al. 1997, Abrahamsson, Warsta et al. 2003). Although the research community has
developed advanced socio-technical approaches to meet the social and human
problems in systems development, these are not much used by practitioners (Lyytinen
1987b).
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The use of methods in practice is reported limited (Russo, Wynekoop et al. 1995;
Wynekoop and Russo 1995; livari and Maansaari 1998; Nandhakumar and Avison
1999; Fitzgerald 2000), a phenomenon discovered also in this thesis. Some system
developers state not using any method whereas others argue that they tend to use
parts of methods rather than following all the steps required by a particular method
(Fitzgerald 1996). Previous studies have reported method usage rates from 62 to 87
percent (Russo, Wynekoop et al. 1995; Fitzgerald 1998). These studies assume that if a
method is not followed in detail, it is not used at all (Fitzgerald 1998). This does not
mean that the method does not have any influence on the development.

Distinctions between levels of method use are important, especially the borders
between systematic, ad-hoc, and no use of methods. What does it actually mean when
practitioners say that they follow some method? For example how fully should
method use be defined and documented, how completely should a method be
followed, and how widely spread should the use of an obligatory method be in an
organization before we can claim that methods are actually used. Fitzgerald
(Fitzgerald 1996) suggests a distinction between formalized and non-formalized
methods: a formalized method denotes a commercial or a documented method, and a
non-formalized one a non-commercial or an undefined method. By considering only
the use of formalized methods the rate of method use drops considerably: from 40 to
20 percent (Fitzgerald 1996). A field study by Smolander et. al (Smolander,
Tahvanainen et al. 1990) partly confirms these findings by observing that the methods
applied are mostly a collection of loosely coupled informal techniques. Instead, our
studies suggest that methods are used as tools that are picked up and chosen
according to the situation. These kinds of methods use can be categorized as ad-hoc
use of methods.

Some studies suggest that systems development in practice is not done according to
any formalized method, but rather by providing learning and guidelines for
development participants on how to organize their work (Baskerville, Travis et al.
1992; Mathiassen, Munk-Madsen et al. 1996). This claim supports our findings.
Cockburn argues that methods reside in the tacit understanding held between
participants, and in their habits of conversation (Cockburn 2001). Nandakumar and
Avison (Nandhakumar and Avison 1999) go as far as to say that methods are “treated
primarily as a necessary fiction to present an image of control or to provide a symbolic
status in today’s organization”. In contrast, Undhelkas and Mandapur (1995) propose
the metaphor of a “road map” for development methods, suggesting that methods
may not be able to recognize all situational factors and are more useful for a
“foreigner” than for a “seasoned” practitioner.

27



The following reasons have been reported for the limited use of methods:

e methods do not address the most troublesome aspects of development,
especially thin spread of application domain knowledge, conflicting
requirements and breakdowns of the communication process (Curtis,
Krasner et al. 1988),

e methods do not deal with distributed development (Bubenko 1986)

e methods are too mechanistic and detailed (Nandhakumar and Avison

1999),

e methods do not take into account different development situations
(Fitzgerald 1998),

e methods do not consider individual creativity and intuition (Fitzgerald
1998),

e methods do not respect learning over time (Fitzgerald 1998),
¢ by using methods one might lose sight of the fact that the real objective is
the development of the actual system, not the methods (Fitzgerald 1998).

The surveys indicate that local methods are more popular than their commercial
counterparts (Russo, Wynekoop et al. 1995). Surveys suggest that from 40 to 60
percent of organizations using methods have developed the methods in-house (Hardy,
Thompson et al. 1995, Russo, Wynekoop et al. 1995). Therefore, although
organizations develop their own methods, the methods need to be adapted to
different use situations in the same way as third-party methods. One of the better
known examples of this kind of in-house method is Nokia’'s OMT++, which has been
enhanced from OMT to be used for designing network management systems for
mobile phones (Aalto and Jaaksi 1994). The organization described in this thesis had
also developed its own mixture of “textbook” methods, which were aimed to be
adapted to every project. However, the organization’s methods did not guide the
adaptation at all. Unfortunately, there is no evidence of whether these in-house
methods are used more successfully than textbook methods (Tolvanen 1998). Studies
of in-house method development indicate that the selection of methods, their
development and their introduction seems to be done in an ad-hoc manner without
any control over the adaptations (Smolander, Tahvanainen et al. 1990; Russo,
Wynekoop et al. 1995), a finding that is also supported by our studies.

Our studies support Introna and Whitley’s (Introna and Whitley 1997) arguments of
the use of methods that emerges as a part of our understanding and involvement in
the problem situation, and not merely because of the required steps of the methods.
Prototyping (Kautz, Kuhlenkamp et al. 1992), for instance, was developed for a
situation where the users’ information need cannot be sufficiently specified. Various
researchers have gone even so far as to develop special contingency frameworks
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(Naumann, Davis et al. 1980) determining the relationship between situational factors
and the best fitting development strategies.

2.6 Summary

In this chapter, the scope of this thesis and the general orientation to the managing
and coordinating systems development process was presented. The chapter started
with the description of the information systems development based on Lyytinen’s
framework, proceeding further to the different methodical approaches to systems
development. These methodical approaches were mostly based on the modelling
concept: modelling systems development process or object system. We defined
coordination with Malone and Crowston’s coordination theory, which emphasizes
coordination, collaboration, communication and control in managing systems
development process in modern development environments.

As a summary, based on the literature and our findings, it can be argued that there is a
clear difference between development goals in industry and those in academic
research. While industry is looking for practical and simple methods to be able to
coordinate and guide the development work, research in academic environments
emphasizes new and better multi-stage, heavy and more or less linear universal
methods.
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3 Research Goal and Methodology

During the research, the shaping of the research goals and problems has been an
inseparable part of my learning process. The research started with the analysis of how
architecture affects a development project in a software producing company, but
continued with the study of the social and technical complexities of systems
development. At the end of the process the research turned into a study of how
practitioners work with systems development methods. The phenomena have
revealed themselves gradually through data, literature, and discussions with
industrial practitioners and university researchers. In this chapter, I shall explain how
this process has shaped the goals, problems and methodology during the research. I
will start by describing how the research problem has been shaped during the process.
After that, the research method and the process of the research will be explained.

3.1 The research problem and its shaping

This research project included three phases: studies on how architecture affects a
multi-site development project, studies on how requirements were shaped and
interpreted during the systems development and how this process is to be estimated,
and a study on how practitioners work with systems development methods. Next I
will briefly explain how these three phases shaped the research problem:

1. Studies on how architecture affects multi-site coordination of development

The objective of this phase was to clarify the systems development problems
related to software architecture and investigate how practitioners cope with
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these problems in systems development. This phase consisted of two parts: a
qualitative study about social complexities and a quantitative study about
technical complexities. During the analysis, the problems analyzed in the
qualitative study evolved more to coordination and communication problems
for which architecture provided a tool. In the quantitative study, the
understanding of the architecture as a size predictor in the project cost
estimation got its basic shape. In the same time the analysis method changed
from an evolutionary algorithm approach (Zelinka and Lampinen 1999) to a
traditional statistical analysis (Lawson and Hansen 1974). This happened
during the discussions with university researchers, who were experts in
statistical analysis. They advised me to use the traditional and simpler way to
analyze the correlation between architecture metrics and development effort
for our purposes.

2. Studies of the requirement understanding process

In the beginning of phase two, I was trying to find coordination problems or
problems related to software architecture, but I observed that the problems
were more related to requirement understanding and organizational conflicts.
This observation shaped my research problem towards the interpretation of
the requirement understanding process and how this could be measured to
get better estimates of the project timetable along with the architecture
measures from the phase one.

At the end of this phase, the observations so far suggested that methods in the
organization played an important role in the case study projects. This led me
to shape the study towards the interpretation of the role of methods and their
use in the studied organization.

3. Study on how practitioners work with systems development methods

In the beginning of this phase I started to compare the results of phase one
and phase two according to their similarities and differences (cross-case
analysis). During this analysis, it appeared that the coordination and the
requirements understanding in the projects were the result of using and
adapting methods based on the practitioner’s background, experience and the
development situation at hand.

Although Eisenhardt suggests that early identification of the research question is
important, it is equally important to recognize that it may shift during the research
process (Eisenhardt 1989). After the constantly varying learning process during the
research, the final research questions can be formulated as follows:

31



How is systems development process managed in practice?

Based on the use of methods and their support for the management of the systems
development in our case projects, the research question can be decomposed into the
following subquestions:

1) How do practitioners use methods?
2) Do methods give support to systems development practitioners?
3) Do theories support practice in systems development?

In the beginning of my research, I regarded the information (architecture and
requirements of the system) as a given input to the systems development and
considered software engineers as passive recipients and technical developers of this
information. During the research process I observed that software developers are, in
practice, more knowledge workers creating new information and knowledge, both of
which are increasingly important resources to the modern organizations (Schultze
2000). The knowledge is created through communication, social interaction and
negotiation between development participants.

Each of the publications included in this thesis approaches these questions from a
distinctive point of view as described later in Chapter 4.

3.2 The selection of research methods

“The proper place to study elephants is the jungle, not the zoo” (McLean 1973)

According to Jarvinen's classification (Jarvinen 2000a; Jarvinen 2000b) of research
approaches this research can be categorized into empirical theory-building approach.
Jarvinen (Jarvinen 2000a) defines research approach as a “set of research methods that
can be applied to the similar research objects and research questions”. According to Jarvinen,
theory-building approach includes, among others, case study and grounded theory
methods. One futher method, action research (Avison, Lau et al. 1999; Baskerville and
Pries-Heje 1999), could also be a possible method for these studies. According to
action research method, the researcher can be a participant in the systems
development in an organization, simultaneously evaluating the use and role of
methods. Action research generates a theory that is grounded in action (Susman and
Evered 1978). Action produces knowledge to guide practice, which is achieved by
modifying the reality as part of the research process itself. However, action research
method was not appropriate for this thesis due to the situation the organization faced
at the time the research study started.
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My background as an engineer and my deep familiarity with the research context
(Nandhakumar and Jones 1997) clearly had an influence on the selection of research
methods. I had worked in the case study company for five years before starting the
research study. When I started my dissertation, I took a leave of absence from the
company, which enabled me to get some distance to the projects and data
(Nandhakumar and Jones 1997). The main idea in selecting the research methods was
that I wanted to look at the data from different perspectives, and perhaps in phases
one and two be more convinced of information accuracy also discussed in (Yin 1994).
I chose the quantitative and qualitative perspectives. Factors mentioned above
favored the case study approach (Eisenhardt 1989; Yin 1994). However, we used
grounded theory method for analyzing the qualitative data in the phases one and two.

Before going further, a brief description of the case study approach and grounded
theory is necessary. A brief description of the quantitative method used in these
studies is also given.

A case study is a research approach, which focuses on understanding the dynamics
present within single settings (Eisenhardt 1989). Bembasat, Goldstein and Mead (1987)
give the following definition of case study research:

“A case study examines a phenomenon in its natural setting, employing multiple methods of
data collection to gather information from one or a few entities (people, groups, or
organizations)”

Case studies can involve either single or multiple cases, and numerous levels of
analysis (Yin 1994). Case studies typically combine data collection methods such as
archives, interviews, questionnaires and observations. Evidence may be qualitative,
quantitative, or both (Eisenhardt 1989; Yin 1994). Finally, case studies can be used to
accomplish various aims: to provide a description (Kidder 1982; Eisenhardt 1989), test
a theory (Pinfield 1986; Eisenhardt 1989) or generate a theory (eg. (Gersick 198§;
Eisenhardt 1989). Theory-building case study research can use a priori constructs to
help shape the initial design of the theory-building process (Eisenhardt 1989).
However, Eisenhardt makes a distinction between within-case analysis and cross-case
analysis, which is a specific feature of the theory-building case study research
approach (Eisenhardt 1989). Within-case study analysis typically involves detailed
case study write-ups for each site. The cross-case analysis compares the data with
different techniques across cases, thus improving the researcher’s ability to process
information in novel ways (Eisenhardt 1989).

Grounded theory is a research method developed originally for social sciences by
Glaser and Strauss in the 1960s (Glaser and Strauss 1967). It was later developed
further and reinterpreted by the original authors (Strauss and Corbin 1990) and others
(e.g (Eisenhardt 1989; Locke 2003)). The basic tenet of this approach is that a theory
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must emerge from data, or in other words, a theory must be grounded in data. Hence
the method is more inductive than deductive. As defined by two of its major
proponents (Strauss and Corbin 1990), “the grounded theory is a qualitative research
method that uses a systematic set of procedures to develop an inductively derived grounded
theory about a phenomenon” (p. 24). The intent is to develop an account of a
phenomenon that identifies the major constructs or categories in grounded theory
terms, their relationships, and the context and process, thus providing a theory of the
phenomenon that is much more than a descriptive account.

Grounded theory requires that theory is emergent from data, but does not see these as
being separate. Data collection, analysis and theory formulation are regarded as
reciprocally related, and the approach incorporates explicit procedures to guide them.
Research questions are open and general rather than specific hypotheses, and the
emergent theory should account for a phenomenon which is relevant and problematic
for those involved. Analysis involves three processes from which sampling
procedures are derived and which may overlap: open coding, where data is broken up
to identify relevant categories; axial coding, where categories are refined, developed
and related; and selective coding, where the "core category", or central category that ties
all other categories in the theory together, is identified and related to other categories
(Glaser and Strauss 1967). Data collection is guided by theoretical sampling, or sampling
on the basis of theoretically relevant constructs. Two key procedures, asking questions
and making comparisons, which Glaser and Strauss call constant comparison (Glaser
and Strauss 1967), are specifically detailed to inform and guide analysis and to aid
theorizing. Other procedures, such as memo writing and the use of diagrams, are also
incorporated as essential parts of the analysis, as are procedures for identifying and
incorporating the interaction and process. The need for a high level of theoretical
sensitivity on the part of the researcher is explicitly promoted. The method of the
grounded theory is iterative, requiring a steady movement between concept and data,
as well as comparative, requiring a constant comparison across types of evidence to
control the conceptual level and the scope of the emerging theory (Locke 2003).

Case study research is the most common empirical approach used in studying
information systems (Orlikowski and Baroudi 1991; Alavi and Carlson 1992). Most
famous examples of cases studies can be exemplified as (Markus 1983; Curtis, Krasner
et al. 1988; Broadbent and Weill 1993; Earl 1993; Orlikowski 2002). The grounded
theory approach is applied in a number of information systems studies, such as those
by Orlikowski (1993), Scott (1998), Calloway (1991), Priese-Heje et. al. (Pries-Heje,
Baskerville et al. 2004) and software engineering studies (Coplien and Devos 1999;
Purao, Rossi et al. 2002).

The quantitative analysis method was chosen based on the study question and chosen
data, as recommended in (Chelimsky 1992). The research aim was a correlation

34



analysis and the method was a simple linear regression model. We used this simple
linear regression model to calculate the correlation between the metrics of the system
and the development effort. The other purpose of the quantitative analysis was to
demonstrate the use of metrics in project timetable estimation. In this method, it is
assumed that the correlation is linear between metrics, and the systems development
effort is linear. We chose this linear model because of the small sample of data and
also to demonstrate how prediction can happen with this kind of simple model. In
reality, the systems development is not linear, and the effort estimation should happen
with non-linear methods, such as in studies of Venkatachalam and Pedrycz (1993),
Peters et al. (1999). We could get sufficiently reliable results for the correlation analysis
although for the effort estimation this analysis was only the first attempt to estimate
the project timetable and effort. In phase one, we complemented the quantitative
analysis with metaphorical analysis (Lakoff and Johson 1980; Frost and Morgan 1983;
Schultze and Orlikowski 2001) to better understand the studied phenomenon.

3.3 Research process

In this chapter, a detailed description of the three phases of the research process is
given. First, the preparations made for the studies are described. Then, the processes
of data collection, data analysis and hypothesis shaping are characterized. In the end,
we discuss the finishing and reporting procedure of the research studies.

3.3.1 Preparing for the studies

The beginning of theory-building studies includes an initial definition of the research
question, a specification of a priori constructs, a selection of cases and crafting
instruments and protocols (Eisenhardt 1989). The shaping of the research question is
already discussed in Chapter 3.2, but the others need more clarification in the
following.

Specification of a priori constructs can help shape theory-building research (Eisenhardt
1989). This is also identified later in the grounded theory approach as a form of seed
category (Miles and Huberman 1984). In phase one, a notion of the common object
from Malone and Crowston’s coordination theory (Malone and Crowston 1990;
Malone and Crowston 1994) was used as a starting point to interpret the coordination
in the project. In phase two, the concept of a technology frame of reference
(Orlikowski and Gash 1994) was used to interpret the requirement understanding in
the project. Quantitative studies in phases one and two included hypotheses testing
studies, and the interpretations from the qualitative studies (in phase on coordination
problems and in phase two requirement evolution) were used as a priori constructs.
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The selection of cases relied on the theoretical sampling principle (Glaser and Strauss
1967), in which cases are chosen as extreme situations and polar types in which the
process of interest is “transparently observable”. The sampling plan of the current
study was designed to be built around projects displaying problems in systems
development, big problems that caused delays to the project’s timetable. Within these
projects in the studied organization, we chose projects of polar types: one project had
problems inside the project, the other problems with the customer; one was smaller
and the other one bigger; they both produced service platforms for different business
areas. The analysis revealed that the projects had even more different features, such as
the orientation, attitudes and experience of the participants, and the communication
between participants that extended the emergent theory (Eisenhardt 1989). To
facilitate iteration and comparison, which is an inevitable feature of the grounded
theory method (Locke 2003), these two projects were analyzed one by one, a strategy
also adopted by (Orlikowski 1993).

Crafting instruments and protocols. A combination of qualitative and quantitative data
collection methods were used in both case projects, which is typical for theory-
building researchers (Eisenhardt 1989). The relationship between qualitative and
quantitative data was two-way: the qualitative data was used for understanding the
metrics and their relationships in quantitative analysis and quantitative data was
useful for the visualization of the phenomena found in the quantitative data.
Mintzberg describes their relationships in the following way: “We uncover all kinds of
relationships in our hard data, but it is only through the use of this soft data that we
are able to explain them” (Mintzberg 1979). In both quantitative studies, the multiple
investigators were used in the analysis, but also in the interpretation of the results.
They often had complementary insights and different perspectives also on the
qualitative studies that gave novel insights into the data, and they also enhance the
confidence in the findings (Eisenhardt 1989).

3.3.2 Data collection

During the studies, most of the data was collected from project extensive
documentation based on the dynamic process of data collection (Glaser and Strauss
1967), where samples were extended and focused according to the emerging needs of
the theoretical sampling. In both case projects, the project documentation data was
complemented with interviews among project participants. Table 2 shows the data
available from both the projects.

The interviews were all tape-recorded and completely transcribed. The length of the
interviews varied from half an hour (focused interviews) to two hours (group
interview). Several hundreds of pages of project documentation, the transcribed
interviews and 170 000 lines of source codes were analysed during the studies.
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In phase one, a group interview was carried out in the form of a project kick-out
meeting. In the meeting, the project participants discussed what happened in the
project, what was good and bad, what the major problems were and how they would
do things differently next time. The comment ‘a lot of wasted work’ from one designer
in this kick-out meeting characterizes the feelings of the participants: a lot of useless
documentation, like use case descriptions and architecture and module design
documentation that were produced in the project. They could not keep all these
documents up-to-date and use them in the project. Also, the excessively ‘heavy’
process model and the lack of iterations were clearly mentioned as drawbacks of the
project in the group interview.

During phase two, focused interviews were conducted to identify the reasons for
changes in the requirements of the project. The project participants were asked to
reflect on the project’s history by showing the analysis and implementation models of
the system and to describe their understanding of what happened in the project
between the requirement analysis and implementation phases of the project.

The data for the quantitative statistical analysis in both phases one and two was
collected from the architecture and component design specifications, source code,
project management database and bills from subcontractors. In the project
management database, the data included the time spent on each task by the project
participants. These tasks were divided according to phases used in projects. In the
cases where foreign consultants were involved in the development work, the
development effort data was taken from the subcontractors’ bills.

3.3.3  Data analysis

In these studies, we used Eisenhardt’s principle of within-case and cross-case analysis
to interpret the findings in different phases of this thesis (Eisenhardt 1989). In the
within-case analysis “the overall idea is to become intimately familiar with each case
as a standalone entity” allowing unique patterns to emerge before trying to generalize
patterns across cases (Eisenhardt 1989). In the first two phases of the research the
qualitative data analysis was based on the grounded theory (Glaser and Strauss 1967;
Strauss and Corbin 1990). In those phases, quantitative data analysis with a simple
linear regression method (Lawson 1995) was carried out. I conducted the qualitative
analysis alone in all the phases, but, in phases one and two, two other researchers did
the quantitative data analysis and provided complementary insights (Eisenhardt 1989)
into the qualitative analysis in our discussions. As outsiders of the qualitative data
collection, they were able to look at the data more with greater objectivity
(Nandhakumar and Jones 1997) than I was, which facilitated a more reliable data
analysis as a whole.
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In the first and second phase of the thesis, the qualitative data analysis started quite
early on in the studies, right after the data on the project meeting minutes was
collected. In the first phase, data collection continued with design specifications
simultaneously with the analysis of the data on the project meeting minutes. In phase
two, the collection of requirement specification data started while the analysis of the
data on the project meeting minutes was still being performed. The quantitative data
collection started as soon as some initial findings of the qualitative data analysis were
made. Such overlap of data collection and analysis is strongly recommended by
(Eisenhardt 1989) and (Strauss and Corbin 1990). Within qualitative data analysis in
both phases, the coding procedure included three phases: open coding, axial, coding
and selective coding, which proceeded iteratively through the analysis process (Glaser
and Strauss 1967). To help manage the quite extensive amount of information and the
analysis process, the Atlas.ti (Scientific Software 2001) tool was used. It helped in the
analysis process, for example in the retrieval of categories, memo making and
recording of semantic relationships.

The quantitative data analysis was hypotheses testing in nature and naturally used a
priori constructs. Both hypotheses were based on the initial findings of the
corresponding qualitative studies. To the statistical data analysis we used the Matlab
Optimization Toolbox (MathWorks Inc. 2003).

In the following we describe the data analysis process in the three phases of the thesis.
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Table 2. Data available from the case projects

Data/Document/Artifact

Data/Document/Artifact

DS project EC project
15 Progress Report (from | |5 progress Reports (from Project Manager)
Project Manager)

Project management

Software: Plan vs. Actual
costs

Project management

Software (Niku Workbench): Plan vs. Actual costs,
development effort

11 Project Steering Group
Meeting Minutes

16 Project Steering Group Meeting Minutes

46 Project Group Meeting
Minutes

26 Project Group Meeting Minutes

Project Plan

Project Plans

Functional Specifications

Requirement Specification document

Requirement Catalogue

Project Quality Criteria document

Risk analysis document

Architecture Specification

Project Quality Criteria
document

26 Module Specifications

Architecture Descriptions

22 Tool subsystem UI specifications

Module Specifications

Kick-off presentation, Steering Group kick-out meeting
minutes

Group Interview  with

project participants

Focused interviews of three BU members (development
manager, team leader, designer)

Group interview slides

Focused interviews of four IDU members (steering
group representative, project
designers)

architect, 2 project

Source code (Lines of

Codes) 138 000 LOC

Source code (Lines of Codes) 32 000 LOC
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Phase one

An overview of the qualitative research process has been given in the Figure 3 of
Publication I. As we can see from this figure, the first phase of the data analysis was
open coding. Open coding started with the identification of problems and deviations
related to coordination and software architecture in the project progress, using mainly
project meeting minutes and the group interview. We further used architecture and
design specifications to help pinpoint the problems. We observed in total 329
deviations and problems related to software architecture and coordination.

In the axial coding phase, we used a notion of common object as a seed category (Miles
and Huberman 1984) based on Malone and Crowston’s coordination theory (Malone
and Crowston 1990; Malone and Crowston 1994) to help in the interpretation of
coordination problems in the project. We identified two types of common objects from
the study. The following example (Figure 3) shows a translated excerpt of a transcript
after axial coding. This example shows how common objects were interpreted from
the project material.

Technical orientation of the Server

”On the Server side, we gained experience from new technologies, . -
8 P & Common object: development activity

like XML, XSL and CORBA”

”We had a lot of problems with Client and Server synchronization.

The Client was first and the Server was behind, it should be wice versa ” | Interface anc} interdependence problems
Common object: component

”The Client-Server interface was dependent on core resources”

”AA and MS&LB need communication with architect and designer” Communication problems
Common object: development activity

| 55 =
M\m -
mn
}

//o | w - Interface problems

S =i P e Common object: component
o i Fuw
S| -

¢,,ﬁ

Bl

g o -2

| .
S
=t A
b [OJETR—
.
i | e St b S
coE

”The second actual buiold was made 24th August, FFE not ready for testing] Assembly order problems
Common object: development activity

Figure 3. Translated excerpt of a transcript after axial coding in the phase one
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The interpretations that produced the categories on the right side of the example
(Figure 3) required much knowledge about the organization, its way of documenting
and the language used. For example, the UML diagram in the middle describing the
components and their interfaces was interpreted as an interface problem having many
interdependencies between components.

The analysis also included memoing, where hypotheses and important general
observations from the data were recorded (Strauss and Corbin 1990). The following
figure (Figure 4) shows an example of an early memo describing the observations on
the interdependencies between system components.

MEMO: Core architecture description: how CORE communicate with
FFE->60:2 (1 Quotation) (Super, 11.07.02 10:32:31)
P60: Core Components 1.JPG
173 - 363
No codes
No memos
Type: Commentary

description of Server services to describe the
interface between Server and Client is described in
Tech Spec Core services document. This was

ready in Server DP3 phase, Client DP3 was month
before, so Client implementation was going on one
month before they new what kind of services

Server is offering them.

Figure 4. Memo describing the observations on architecture as coordination tool in
phase one

In the selective coding phase, the identification of common objects helped in finding the
interdependencies between activities that caused coordination problems in the project.
We identified three interdependencies between components and three
interdependencies between development activities. After that, we made the cross-case
analysis (Eisenhardt 1989) to determine the differences between same-site and multi-
site coordination in these interdependencies.

In the quantitative analysis, we used metaphorical analysis (Lakoff and Johson 1980;
Frost and Morgan 1983; Schultze and Orlikowski 2001) to help understand the
architecture of the system. According to our metaphor of architecture drawing, we
identified three categories that described the architecture of our case study system
best. Within these categories, we attempted to select the properties, which were simple
and could be calculated based on project design specifications. We chose the simple
linear prediction model to analyze the correlation between architecture properties and
systems development effort. From these seven property values for six components, a
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total of 42 property values were calculated. From these property values we calculated
coefficient values using Matlab Optimization toolbox. In the end of this quantitative
process, we calculated the model errors to determine the quality of our cost effort
estimation model and analyzed the results based on coefficient values.

Phase two

An overview of the qualitative research process is given in Figure 2 of Publication III.
As the figure indicates, open coding was the first phase in the data analysis. Open
coding started with the identification of problems and deviations in the project
progress. During the development, these were issues that were brought to the project
meetings for discussion and decision-making. The steering and project group meeting
minutes were the main sources for problem and change identification. We observed in
total 150 problems and deviations related to project progress. Most of the concerns
brought to the steering group were related to the other subsystem and its
requirements. Also the system development styles and strategies caused concerns.

To better understand the requirements of the system, we investigated in more detail
the requirements specification document. We were able to extract only four initial
requirements that were related to the other subsystem. Our analysis continued as we
used three conceptual models of both subsystems developed in the qualitative study.

Through these models, we were able to grasp how the subsystems evolved through
different phases of systems development. The content of these conceptual models
suggested to us that the other subsystem’s requirements changed considerably during
the process. This led us into investigating further why this subsystem’s requirements
changed so much, while the other subsystem’s requirements remained stable.

To answer this question, we made focused interviews among the project participants
to identify the reasons for these changes. Project participants were asked to reflect on
the project’s history by showing the analysis and implementation models of the
system and to describe their understanding of what happened in the project between
the requirement analysis and implementation phases. Four of the interviewed project
participants were from the development side and three from the business side.
Business side representatives were also asked about the competences and processes of
development side during the time the project was running and how these
competences and processes had evolved after that. The interviews were audio taped
and fully transcribed to preserve all the details.

Based on the interviews, we observed that requirements did not change that much
during the project, but the understanding of them changed. The open coding
proceeded in parallel, treating each interview as confirmation or further development
of results from earlier findings. During this process, the categories developed
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gradually. First, we identified quite concrete concerns of system development. In
further analysis, we found more subtle contextual attitudes and expectations about
how systems development should be performed. These attitudes and expectations
were so strongly visible in the data that we could interpret them as technology frames
(Orlikowski and Gash 1994). In further analysis, we used technology frames as a
priori construct or lenses to the data. This further analysis consisted of group
analysis, cross-group analysis and re-examination of the categories. This iterative
examination of the data yielded five categories of technology frames, which were used
as a basis for the next phase, axial coding.

During the axial coding, we identified four processes of stereotypical “tensions”
between these attitudes and expectations, which affected how project participants
emphasized these frames of understanding in different phases of the project. Figure 5
shows a translated excerpt of a transcript after axial coding.

“...In the beginning of the project, we did not understand how
big the other subsystem was. The customer gave us few
sketches of user interfaces and we thought that it was like
these... We did not want to involve with UI things, we
concentrated on platform ... We left these user interfaces to the
UI designer, who came into the project during the design phase
according to our process model... When Ann and UI designer
came to project, we started to understand the tool functionality
better

System development capability:
Designers did not want to involve Ul
things

Frameshift: more Ul capable
resource to the project

Origins: processes

System development capability:
No capability of Ul development
Origins: technical education

»--- We did not know very much about designing UI. We had
some experience of the UI courses in the university and we
felt that it was time consuming and boring...*

System development capability:

“...Nobody wanted to be involved in the Ul thing... So we left | concentration on the platform

it out in the requirement gathering and concentrated on the
platform only ...”

“...We left these user interfaces to the Ul designer, who came
into the project in the design phase according to our process
model...”

Filtering: Lack of Ul expertise
Origins: company’s history

System development strategy: Use
of strict process model

Filtering: Inhibited the
understanding of requirements
Origins: processes

Figure 5. An example of a transcript after axial coding using Atlas.ti

In the selective coding phase, the causal relationships between categories were recorded
with Atlas.ti's semantic network capability. Figure 6 shows an example of such a
network diagram. In the figure, the boxes represent categories, the arrows the
interpreted causalities between them, and the lines simple associations between the
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categories. The abbreviations BVSD (business value of system development), SPS
(system development strategy), SDC (system development capability) and SDRA
(system development resource allocation) correspond to the categories of frames of
understanding.

= ﬁBVSD: IDU as a technical resource
{¥BVSD:consultation of outsidecompany / N

\\ ﬁfFiltering: in
/ ¥ Filtering: influence /

= BVSD: use of IDU : d :
ﬂl ngVSD.Technlcal converstVSD: Business conversation

\ 5 L /

£¥Incongruence: different opinion $4SDS: process rel
ﬁ'lncongruence: different prefer /
=>
£4SDS: use of waterfall model ${Filtering: affect
\ £4SDS: use of interactiveliterative model
ﬁSDC: BU negative attitude towards -
competences of IDU ==/ !
\ /

ﬁlncongruence: different view

£¥SDC:IDU reliance on their capability £4SDC: Negative attitudes t

== ﬁ'SDRA: Resource allocation addording
process descriptions —_— =

== \
£4 SDRA: Lack of Ul expertis:
ﬁSDRA: Resource allocation based on
necessity of situation /

ﬁ' Incongruence: different attitude / /

Filtering: contribut
ﬁ'lncongruence: different point of view a genngzeoniroute

Figure 6. An example of semantic network diagram using Atlas.ti

Based on project material, interviews and analysis we formulated the project narrative
to trace how the participants’ attitudes and expectation influenced the systems
development process. In the end of the research process, the project narrative was sent
by email to the project manager to get her opinion on the correspondence of the
narrative with the reality. She adjusted some details, which did not affect the main
findings.

In the quantitative analysis, we formulated the metric describing the identified
requirement evolution in the project. The metric was quite simple: it calculated the
concepts found during the analysis and implementation models of the system. These
analysis and implementation models were formed based on the project specifications.
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In the statistical analysis, we used the same simple prediction model as in phase one
of the study. The other metrics needed were chosen based on simplicity and wide
usage. Using this prediction model, we calculated the correlation between metrics
chosen and the development effort. In the end of the process, we formulated the
model errors to determinine the reliability of our prediction model and analyzed the
results.

Phase three

In phase three, we used cross-case analysis to interpret the final results in this thesis
(Eisenhardt 1989). We searched for cross-cased patterns to compare the multi-site and
same-site development by listing their similarities and differences (Eisenhardt 1989).
We selected pairs of cases and listed similarities and differences between each pair. In
this phase, the number of cases was actually three because one of the case projects
consisted of two subprojects. The cross-category table produced in this process is
shown in Table 3.
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Table 3. Cross-category table between projects in the studies

meaning metric
(relative to
development
effort)

(NIC)

Category Case Project 1 |Case Project 1 Case Project 2
subproject A subproject B
Adaptation to |yes no yes
method
Problems minor technicalfinside project, conflicts with client,
inside project [coordination and [requirement understanding
architecture
understanding
Timetable no major problems problems
estimation problems
Orientation and |Architect’s Architect’s Designer’s positive attitude
attitudes technical business towards Ul and windows
orientation orientation
Experience Experienced |Unexperienced Unexperienced project group
project group [project group
Communicationjgood bad in the beginning bad, later good
Understanding [fairly good not very good in the beginning no, learning to
the system understand
[Understanding [yes no in the beginning no later yes
the
development
situation
Method communicationjmethod use failed |communication and learning
[purpose and
coordination
The most Coupling - Requirements Creep
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3.3.4 Shaping the hypothesis

From the within-case analysis, the cross-case analysis and overall impressions,
tentative tenses and concepts and their relationships begin to emerge, which is called
hypothesis shaping (Eisenhardt 1989). The idea is that researchers constantly compare
emergent theory and “raw” data — iterating towards a theory with closely fit data
(Eisenhardt 1989).

In the hypothesis shaping, we used the semantic network diagram capability of
Atlas.ti software (Scientific Software 2001). This semantic network is shown in Figure
7 below. This network shows the relationships between the core categories used to
interpret the role of methods.

fforientation and attitudes ﬁ experience
—

\::

ﬁ method use
=> /'

—_—
£¥ coordination \
ﬁfcommunlcatlon
=>
ﬁlearnmg
==~

ff project planning

ﬁ architecture design
=

T %% object system

ff development situation __
= _—

—

$¥understanding -

ﬁ estimating
=7 ~ ==
’ ~—
ﬁftimetable ﬁ human resources

Figure 7. Semantic network of the role of methods produced with Atlas.ti
3.3.5  Finishing and reporting the studies

Eisenhardt (Eisenhardt 1989) distinguishes the phase “enfolding literature”. By this
phase Eisenhardt means the comparison of the findings with similar and conflicting
literature. The aim of this phase is to raise confidence, creative thinking, and the
validity, generalizability and conceptual level of the findings. Yin (Yin 1994) refers to
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this as “analytic generalization” to distinguish it from the more typical statistical
generalization that generalizes from a sample to a population. In phase one, the main
comparisons were done with Malone and Crowston’s coordination theory (Malone
and Crowston 1990; Malone and Crowston 1994)(Publication I) and cost estimation
literature (Putnam 1978; Albrecht 1979; Boehm 1981; Verner and Tate
1992)(Publication II). The results in both studies were related to existing literature. The
comparisons of phase two (Publication III and Publication IV) were made with
traditional requirement engineering approaches (Pohl 1994; Kotonya and Sommerville
1998; Jarke, Rolland et al. 1999; Wiegers 1999) and existing socio-technical approaches
to requirement elicitation (van Lamsweerde 2000; Bergman, King et al. 2002; Davidson
2002; Tomayko 2002), especially the concept of a technological frame (Orlikowski and
Gash 1994; Davidson 2002). Both these provided conflicting and similar concepts and
patterns, which both provided an alternative and more creative view to our findings.
In phase three, the findings were compared to a few empirical studies of the role of
methods in systems development (Russo, Wynekoop et al. 1995; Unhelkas and
Mandapur 1995; Fitzgerald 1998; livari and Maansaari 1998; Nandhakumar and
Avison 1999; Fitzgerald 2000).

The reporting of this thesis included five publications. Reports from the first phase of
the thesis described the role of architecture as a coordination tool in multi-site
development (Publication I) and as a predictor of system size (Publication II). The
second phase of the thesis includes reports of the requirement understanding process
(Publication III) and of measuring the requirement understanding process
(Publication IV). Phase three was a summary of previous reports concentrating on the
role of methods in systems development (Publication V).

Nearing the end of the studies using the grounded theory, the researcher should
always ask the question “Are we reaching theoretical saturation in our study?”
Theoretical saturation simply means the point at which incremental learning is
minimal because the researchers are observing phenomena seen before (Glaser and
Strauss 1967). Quite often the practical reality poses some restrictions, such as time
and money (Eisenhardt 1989). Or as Locke states: “the practical reality is that as
researchers we will have to decide on and articulate the story our data makes it
possible to tell. My own experience is that after a time, analysts find that the
conceptual categories we have in process are developed at the point where they are
able to account pretty much for our data, and we come clear about our story” (Locke
2003). In my studies, the arguments against reaching the theoretical saturation were
that after phase two the interviews with practitioners in the organization gave me the
feeling that the systems development process in the organization was sufficiently
studied, and adding more cases from this particular organization would not add
much substance to the findings. At the end of phase three, I observed that the cross-
case analysis was quite suitable for our data and the story behind the role of methods
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was quite clear. Extending the studies to include other organizations would give more
substance and diverging findings, but this is a topic for further studies. Perhaps based
on this argumentation, I can say that this thesis has reached its theoretical saturation.

3.4 Summary

This chapter described how the research problem has been shaped during the process,
explained the research methods and explicated their selection.

The research consisted of three phases following an empirical theory-building case
study approach. The whole research process included within- and cross-case analysis.
Phase one (within-case analysis) was the case study of the architecture and
coordination. Phases consisted of quantitative and qualitative studies reported in
Publications I and II. Phase two (within-case analysis) consisted of quantitative and
qualitative studies on requirement evolution and understanding, reported in
Publication III and Publication IV. In phase three of this thesis we interpret the final
result using cross-case analysis of phases one and two. The findings of this phase are
reported in Publication V.

Within each of these phases, we used different research methods. In within-case
analysis, we used grounded theory method to interpret the qualitative finding and
linear regression analysis for interpretation of quantitative findings. In phase three,
the final results were interpreted using cross-case analysis. Phase one consisted of one
case with two subcases, phase two of one case and phase three of all these cases. In
phases one and two we used a priori constructs. In all phases we used literature
analysis to compare the findings with similar or conflicting literature. Table 4
summarizes the essential methodical details and the publications including the
findings.
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4 Summary of the Publications

In this chapter, I will present short summaries of the publications that form the main
contribution to this thesis. The results of this research are presented in detail in the
appendix consisting of five publications. These publications have been published
separately in scientific conferences (Publications II, IV and V) and in scientific journals
(Publications I and III). The summaries are presented in a uniform manner, where first
the research objectives and methods are mentioned, then the results are overviewed,
and the relation to the whole thesis is summarized. Before the summaries, I will try to
sketch my contribution and relation to other researchers in the joint publications
(Publication I, Publication IT and Publication III).

The first article describes the role of architecture in coordinating distributed
development work. The second article presents the early ideas of architecture
possibilities to predict the system size and estimate systems development effort. In the
third article, the nature of the process of requirement understanding is characterized.
The fourth article expands the second article by presenting early ideas of how the
process of requirement understanding can be measured quantitatively and used for
estimating the project timetable. The fifth article summarizes the first four articles by
broadening the earlier findings with the systems development method use.

4.1 About the joint publications

Publications I, II and III are joint publications written together with other researchers.
Publication I was written with two other researchers, Matti Rossi and Pentti Marttiin.
They both brought a valuable contribution to the writing process. I completed the
analysis work and two earlier versions of the paper for the conferences on my own.
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Pentti Marttiin elaborated the paper with more thorough literature analysis of
coordination and multi-site development, which also helped me see the results more
clearly. Matti Rossi helped with focusing the study and formulating the paper into an
acceptable form. Publication II was the result of work with another researcher,
Alexandre Bern, who wrote his Master’s thesis on this subject. Together we created the
metrics describing the architecture of the system during intensive conversations,
interaction and cooperative work. Alexandre Bern completed the actual calculations
with the data, I did the metaphorical analysis, and together we interpreted the results
and wrote the publications. Publication III was written with two other researchers,
Matti Rossi and Kari Smolander. My task as main author was to write the first version
of the paper. Matti Rossi contributed to the analysis of requirements engineering
approaches and Kari Smolander to the interpretation of the research results. Although
I completed the analysis work alone, Matti Rossi and Kari Smolander helped me with
focusing the results.
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4.2 Publication I: Architecture as a Coordination Tool in
Multi-Site Software Development

This paper appeared in the scientific journal named Software Process: Improvement
and Practice., 8(4), pp. 233-248, John Wiley & Sons Ltd.

421 Research objectives and methods

This first publication aimed at understanding the role of architecture in multi-site
software development. The study was performed in a project that developed a
directory service platform for international markets. The development took place in
three different sites in Finland with foreign designers also participating in the project.
The project was divided into two subprojects to facilitate easier management. The
division was carried out on the basis of the architecture and technology: one
subsystem had a highly distributed, component-based architecture and the other was a
centralized subsystem, which handled authentication, authorization and user
interfaces. The functionality of the services required the subsystems to communicate
only through an easily extensible and configurable interface.

The situation and the goals in the project were topical: multi-site coordination, which
has become more common in the changing global environments (Castells 1996; Finholt,
Rocco et al. 1998), and information systems architecture (Zachman 1987; Karimi 1988)
that was considered a tool of managing the changes and uncertainties in technology
and business (Weill and Broadbent 1998). The focus of this study was twofold: First,
we studied the coordination problems in the project using grounded theory (Glaser
and Strauss 1967), identifying categories of processes that explained most of these
problems. Second, we used these categories to identify differences between same-site
and multi-site situation (Eisenhardt 1989). The actual interpretation of results was
based on the comparison of Malone and Crowston’s coordination theory (Malone and
Crowston 1990; Malone and Crowston 1994).

42.2 Results

We observed that it was not enough to coordinate only the activities and subsystems
(Curtis, Krasner et al. 1988; Kraut and Streeter 1995; Grinter, Herbsleb et al. 1999;
Herbsleb and Grinter 1999; Carmel and Agarwal 2001) in the multi-site environment,
but it was also important to coordinate the interdependencies between the activities to
achieve a working system (Malone and Crowston 1990). The main mechanism for
coordination was the architecture of the system that described the subsystems or
components and their interfaces (Garlan and Perry 1995). This kind of shifting of the
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coordination interests from activities to their interdependencies required software
architects and designers to have a common understanding of the architecture. This
common understanding also required that the chief architect was capable of
maintaining the integrity of the architecture and communicating it (Smolander 2002).
Without this common understanding of architecture, the participants would have to
communicate the interfaces, which is naturally more difficult and time consuming
across distributed sites with cultural differences and long geographical distances.
When both communication and common understanding of the architecture failed, it
caused software integration problems (Herbsleb and Grinter 1999).

423 Relation to the whole

This study formed the basis of my notion of the role of methods. In this study, the
practitioners tried to follow the method phases strictly, but were not able to as the
methods did not guide the coordination work. The methods were used mainly for
communication purposes. The role of methods was mainly to support learning the
development situation at hand.
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4.3 Publication II: Architecture as a Predictor of System
Size - A Metaphor from Construction Projects

This paper appeared in the Proceedings of the 16th International Conference on
Advanced Information Systems Engineering, the CAISE’ 04 Forum, pp. 193-203. The
earlier version of this paper was published in the Proceedings of the ACM ESEC/FSE
International Workshop on Intelligent Technologies for Software Engineering
WITSEOQ3, Helsinki, Finland, in September 2003. Here I will present the later version.

431 Research objectives and methods

This publication aimed at providing a different, quantitative view of the problems
observed in the first publication (Publication I). The objective of the publication was
twofold: 1) to create a metric suite to describe the architecture based on empirical data
from the directory service platform project and 2) to analyze the correlation between
the metrics and the actual development effort of each component. For the correlation
analysis we used an applied mathematical principle, namely the function optimization
method named non-negative least square problem analysis (Lawson 1995). By this, we
were aiming to get the first empirical evidence of the usability of the architecture as a
predictor of system size to be used for estimating the development effort in the project
(Putnam 1978; Albrecht 1979; Boehm 1981; Verner and Tate 1992; Boehm and Fairley
2000). The metaphorical analysis was used mainly for understanding the role of
architecture as a size predictor (Schultze and Orlikowski 2001) and to make better
sense of the new situation (Frost and Morgan 1983; Schultze and Orlikowski 2001).

43.2 Results

The findings of this study suggest that architecture as the size predictor of the system
considers the size of the system more widely than current LOC (Boehm 1981; DeMarco
1982; Jones 1986; Emrick 1987) or FP (Boehm 1981; Putnam and Myers 1992; Symons
1998; Boehm, Clark et al. 2000) approaches. This result can be interpreted to suggest
that more reliable estimates can be produced for the project effort and timetable if we
use architecture as size predictor. In the present project, the cost estimation methods
were based mostly on ‘comparison to similar, past projects based on personal memory’
(Heemstra 1992). This proved successful for the same-site subproject with a more
familiar situation, but not for the multi-site subproject.
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4.3.3 Relation to the whole

The two studies reported in Publication I and Publication II supported each other in
the interpretation of the analysis results. The central notion of ‘Different
interpretations of the software architecture by project designers’ and Figure 4
(Publication I) was revealed in this study, just as a concrete example. The studies
provided each other with complementary views for coordination, views, which were
important for understanding the phenomena. This study contributed remarkably to
the understanding of the role of methods as a tool for estimating the project timetable.
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4.4 Publication III: Filtering, Negotiating and Shifting in
the Understanding of Information Systems
Requirements

This paper was accepted into the Scandinavian Journal of Information Systems. An
earlier version of this paper was published in the proceedings of the Scandinavian
Conference of Information Systems, IRIS27. Here I will present a later version.

44.1  Research objectives and methods

In this publication, we studied a large electronic commerce platform development
project in order to examine the requirements understanding process by applying the
grounded theory research method (Glaser and Strauss 1967). The publication formed
the main contribution to two RE approaches in the literature: the traditional
requirements engineering approach that considers requirements understanding as
systematic techniques of requirement elicitation, documentation and management
(Pohl 1994; Kotonya and Sommerville 1998) and the resent socio-technical approaches
which see requirement elicitation as a political process (Bergman, King et al. 2002) or
as a socio-cognitive problem solving process (Davidson 2002). We approached the
subject technology frames (Orlikowski and Gash 1994) as an a priori construct and
claim to provide a new interpretation of how technology is collectively interpreted in
organizations.

4.4.2 Results

We observed that requirement understanding can be described as a social and
organizational process of filtering, negotiating and shifting. In the early phases of the
project, there was incongruence in the content of these frames between project
participants. This incongruence redirected the participants’ attention away from the
information and caused feedback aimed at filtering the understanding of project
requirements. The participants’ ability to resolve this incongruence in the later phases
of the project redirected their focus towards relevant information and led to a shift in
the understanding of requirements. The shift in the system context happened through
iteration between the solution and problem spaces when the participants increased
their understanding of the systems requirements iteratively. The project highlights
problems in current approaches to requirement elicitation and systems development in
general, which still largely assume that projects proceed with distinct phases and more
or less in a waterfall fashion from a vague understanding of the idea of the system into
a concrete system, which satisfies the originally found requirements. Instead, we
observed that the process of requirement understanding was filtering, negotiating and
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shifting different attitudes and expectations about systems development through the
entire project. This process can be described as an ad-hoc and iterative process, where
the software requirements unfold during social interaction, communication and
negotiation between parties.

4.4.3 Relation to the whole

This publication was perhaps the most important publication contributing mainly to
the interpretation of the role of methods and of systems development in general. The
guiding role of methods was clearly apparent in this project and the change process
was highly conflict resolving and iterative which required mutual understanding and
learning from the participants. The participants perceived the object system as a
problem space system (Purao, Rossi et al. 2002; Smolander 2003) trying to understand
the requirements of the system. It could be observed that the role of methods was to
aid learning and understanding the system and its requirements.
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4.5 Publication IV: Measuring Requirement Evolution - A
Case Study in the E-commerce Domain

This paper appeared in the Proceedings of the Sixth International Conference in
Enterprise Information Systems, ICEIS 2004, pp. 669-673.

45.1 Research objectives and methods

The purpose of the publication was to attempt to understand the requirement
understanding process in an e-commerce project (Publication III) from the quantitative
point of view. We developed a measurement for the emergent requirement evolution
process and analyzed it’s applicability for estimating the project effort and timetable.
For the analysis, we used correlation analysis and the non-negative least square
problem solving method (Lawson 1995). We calculated other measurements from the
system, like cohesion and coupling, and analyzed the correlation between these
measurements along with the requirements creep and development effort. From these
results, we interpreted the applicability of the requirements creep metrics for
estimating project costs and timetable.

45.2 Results

The developed quantitative measurement of requirement evolution, namely the
requirements creep, included provisions for the emergence of new requirements
during systems development, which cannot be anticipated in the requirement
elicitation and analysis phase. The existing quantitative approaches for measuring
requirement evolution assume that all the requirements exist and can be seen in the
requirement specification document (Andersson and Felici 2001; Andersson and Felici
2002). This requirement creep measurement had such a strong impact on the
development effort in our correlation analysis that the other measurements were
negligible. Based on these results, we suggest that measuring the requirement creep as
an emergent process of requirement understanding could be a helpful in estimating
the project effort and timetable. However, this would require an appropriate prediction
model that also considers other factors of systems development, for example the
scalability of the system and the capability of the project personnel.

45.3 Relation to the whole

This publication was used for interpreting the requirement understanding process,
along with Publication III. They complement one another by considering the process
from different perspectives, qualitative and quantitative, providing two valuable
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perspectives on the same phenomenon. The three conceptual models formed for the
calculation of the requirement creep measurement (Figures 4, 5 and 7 in Publication
III) were used to identify the emergent requirement understanding process, just one
concrete example of the interaction of these two studies. This publication deepened the
understanding of the importance of method support for the project timetable
estimation. In this project, the organization’s methods did not directly support the
estimation, and the organization used the timebox method (Martin 1991; McConnell
1996). In other words, the customer gave the development time, and the project had to
fit as many features as possible inside this given timebox. The lack of a proper method
strengthened our understanding and interpretation of the role of methods as a tool for
estimating project duration.
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4.6 Publication V: Working with Methods - Observations
on the Role of Systems Development Methods

This paper has been accepted to be published in Information Systems Development:
Advances in Theory, Practice and Education, ISD 2004, edited by O. Vasilecas, A.
Caplinskas, W. Wojtkowski, W.G. Wojtkowski, J. Zupancic, Springer, pp. 185-197.

4.6.1 Research Objectives

The aim of this paper was to provide a summary of the earlier studies, provide a view
of working with systems development methods and contribute to the empirical
research on the role of systems development methods (Nandhakumar and Avison
1999).

4.6.2 Results

The observations of our studies suggest that working with methods is more about
social interaction and mutual understanding between project participants than
progressing according to preset milestones and strictly following the prescribed phases
of the method. In our case studies, successful use of systems development methods
required good communication between project participants who then adopted the
method to the development situation at hand. Without this communication the
methods could not be used. When communication was successful, methods were used
for learning to understand the system and its requirements. Without a common
understanding of the system between project participants, the estimation of the project
timetable and resources became unrealistic and caused schedule overruns and wrong
timing of resources.

4.6.3 Relation to the whole

This summary paper formed the basis for the interpretation of the role of methods by
describing how practitioners work with methods.
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5 Discussion and implications

5.1 Discussion

“There is no single development, in either technology or management technique, which by itself
promises even one order-of-magnitude improvement within a decade in productivity, in
reliability, in simplicity” (Brooks 1995)

Brooks (1987) locates in the 1950s a particular shift from writing software metaphor to
building software metaphor. Before 1950s, information systems were implemented
without the use of explicit methods (Walters, Broady et al. 1994). Computers were
mainframes with simple terminals, systems development was monolithic and
architectures were simple. System developers’ practices were impacted by writing
software metaphor (Brooks 1987; Bryant 2000). Hirschheim, Klein and Lyytinen (1995)
call this the pre-method era. In the late 1950s and early 1960s, when the first
methodical approach, the systems development lifecycle, was introduced, it was
impacted by the construction metaphor from engineering discipline (Bryant 2000). The
aim of this approach was to achieve a better manageability of the systems development
process. Since then, the construction metaphor has dominated research and practice.
Methodical approaches based on this metaphor and used by practitioners expect that
methods need to be followed strictly using predefined phases and milestones in order
to be able to manage the systems development process. These approaches are based on
the assumption of a universal mechanism for achieving management and control.

Current methodical approaches mainly suppose that system developer using methods
is like European navigator, an example given in Lucy Suchman’s book (Suchman 1987)
discussing the notion of situated action and its role in interaction between human and
machine interaction (HCI) in the following way:
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“The European navigator begins with a plan — a course — which he has charted according to
certain universal principles, and he carries out his voyage by relating his every move to the
plan. His effort throughout his voyage is directed to remaining on course. If unexpected events
occur, he must first alter the plan, and then respond accordingly. Once the European navigator
has developed his operating plan and has available the appropriate technical resources, the
implementation and monitoring of his navigation can be accomplished with a minimum of
thought. He has simply to perform almost mechanically the steps dictated by his training and
by his initial planning synthesis.”(Suchman 1987)

On the contrary, the observations made during these studies suggest that method use
can be slightly different. Both projects studied in this thesis did not seem to follow the
process of taking up a method and using it as such to solve the problems projects
faced. These studies indicate that methods are not used for managing the development
process by progressing according to predefined milestones and strictly following
method stages. Rather, methods were used as tools for coordinating systems
development process whenever it was possible. Studies in phase one suggest that the
method for designing software architecture is the main tool for coordination and
software cost estimation. Studies in phase two implicate that social and organizational
requirements elicitation methods are tools for coordinating the systems development
process and estimating project’s duration and effort.

In these studies, practitioners seemed to choose the method based on the situation. To
them the question was when and how they should use the methods. Practitioners tried
to strictly follow the method phases, but they could not do it; they could use them
more as guidelines for development and learn development practices through them.
Methods, which only describe a series of development tasks provided little help in
analyzing how requirements should be negotiated, how multi-site development
should be coordinated and how these and other factors contributed to the project’s
timetable and costs. During the development, the participants’ general attitudes
towards methods changed and they started to regard methods as a set of tools. They
picked and chose the parts of methods they could use. Methods seemed to provide the
participants with tools for understanding the final system in different situations rather
than making them strictly follow some universal method.

A practitioner working with methods this way can be described by the story of the
Trukese navigator, who navigated to the island in the following way:

“The Trukese navigator started his navigation with an objective rather than a plan. He sets off
toward the objective and responds to conditions as they arise in an ad hoc fashion. He utilizes
information provided by the wind, the waves, the tide and current, the fauna, the stars, the
clouds, the sound of the water on the side of the boat, and he steers accordingly. His effort is
directed to doing whatever is necessary to reach the objective. If asked, he can point to his
objective at any moment, but he cannot describe his course”. (Suchman 1987)
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Suchman (1987) discusses the relation between the plan and the situated action. She
advocates a view where action is always situated, i.e. dependent on and a result of the
specific circumstances of a situation. In the same way as our studies, her
argumentation denies the role of the general method as a way to improve practice.
Additionally, Schon (1983) argues that our common understanding of rationality has
little to do with rationality in practice. The “technical rationality”, the dominant
understanding of rationality in most of the systems development methods, is not well
suited for practitioners who operate in a complex, dynamic and messy world.

Clearly, the Trukese navigator is involved in instrumental action in getting from one
island to another, and just as clearly the European navigator relies upon his chart
regardless of his degree of expertise. Trukese navigator uses wind, stars and clouds as
tools to coordinate his navigation to the island, while European navigator relies on
planned phases in his navigation. The use of methods observed in our studies is more
like the Trukese than the European navigation inferring that there can be different
ways of acting depending on the nature of the activity and contingencies. In our
studies, the methods mainly described the course of development, but guided neither
the situation nor the understanding of the system and its requirements. Whenever a
project could not adapt to the situation and use a combination of these factors, it failed
to reach an acceptable objective - a system that meets customer requirements.

The situation and contingencies in the projects studied were contradictory: the object
systems were modern enterprise architecture for international markets, business area
were new at least partly and the systems development methods were extremely
traditional. In the project studied in phase one, the participants were distributed into
three different sites and the work was to be coordinated according to the architecture.
On the contrary, project participants in phase two had different opinions on business
values, development strategies and resource politics. The requirements in both projects
were demanding, including extensibility, high configurability and distribution. The
methods in the organization did not support architecture design and coordination in a
multi-site development environment and supposed that requirements exist and are
clear, ready just to be gathered into a requirement specification document. The
company’s process model based on the traditional waterfall life cycle model required
that requirements were ‘frozen” after requirement elicitation and documentation and
the design was based on this view of requirements. If there were changes to the
requirements in the later phases, the changes went through the change management
procedure in a attempt to manage systems development process in this way. The
architecture methods were based purely on UML descriptions which describe the
interfaces mainly at the technical level, like “TCP/IP” and “XML'. Projects did not have I
skills and past experiences from the same kinds of projects and situations.

Nevertheless, the studies in this thesis do not eliminate the role of methods, but rather
highlight their role as tools and guidelines that the developers can draw from in
diverging situations. Methods play a role as tools for communication, providing the
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developers with a common language and bridging developers at different sites. When
one writes that “we’ll do that during the DP2”, as was the case in current studies, the
two developers understand what is expected in the DP2 as well as when it will arrive.
Methods also play a role as tools for collaboration in the form of requirements and
architecture. Methods support controlling by providing tools for estimation of
software timetable and cost. However, methods do not determine the outcome of
events very strongly, but rather remain at a fairly rough and tacit level. In this way, our
findings support the notion of software development as knowledge work, in which
methods form subjective know-how that allows people to act (Schultze 2000).

Based on these studies, we can claim that the productivity and quality problems
described in Chapter 1 are not solved by trying to manage and control the systems
development process with universal methods. By accepting the reality that systems
development can be a natural outcome of social interaction and communication
between development participants that can only be coordinated by methods, we have
a chance to solve at least a part of the software crisis. Highlighting understanding the
requirements and the architecture of a system as deeply as possible, and treating each
project as a unique situation, we can help practitioners improve their development
productivity. As a summary, by adopting a less naive view on methods, we can solve at
least part of the software crisis. As Introna and Whitely (Introna and Whitley 1997)
states “The question should not to be to get the method; it should be how to help the
developers to improvise in the situation in order to get the job done”.

5.2 Implications for research

As illustrated in this thesis, the whole systems development is slightly different than
many approaches and currently available methods assume. Current approaches still
largely assume that projects proceed through distinct phases and more or less in a
waterfall fashion from an understanding of the idea of the system to a concrete system,
which satisfies the originally found requirements. Most methods developers see
methodical development as following predefined method phases strictly to achieve the
quality of the final product. Socio-technical approaches like (Mumford and Weir 1979;
Walsham 1993) Soft System Methodology (SSM) (Checkland 1981; Checkland and
Scholes 1990) and Professional Work Practices methods (Hirschheim, Klein et al. 1995)
provide a wider view of systems development than traditional functional approaches.
They do not see a single reality, only different perceptions of it and they perceive of
systems requirements as socially constructed, emphasizing the early activities of
systems development. Our studies have consequences beyond this view. They suggest
that systems development is a coordination process, where the understanding of the
system unfolds during social interaction, communication and negotiation between
project participants during the whole project lifetime. In our case studies, traditional
methods did not guide the development group in new development environments or
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in new and uncertain business areas, also highlighted by Curtis, Krasner et al. (1988),
Krasner et al. ,Baskerville, Travis et al. (1992) and Fitzgerald (1998). Methods were used
as a tool for coordination among systems development participants, not as a list of
phases to be adhered to in detail. Systems development is not so much a rational
process but depends on the circumstances and is more an ad hoc improvisation
process towards a working system. Methods serve as tools for systems development
but do not determine its course. The conflict between contemporary organizational
needs and traditional systems development methods used were obvious, highlighted
also in Baskerville, Travis et al. (1992).

As metaphors have a powerful impact on people’s practices (Brooks 1987), especially
regarding software, the studies of this thesis suggest that the building software
metaphor should be shifted towards coordinating software metaphor. The
coordinating software metaphor should emphasize the coordination, collaboration and
communication aspects of systems development. This kind of view of software has
important implications for systems development research.

Research, according to the findings of this thesis, should focus on systems
development approaches based on the situations of the development projects and how
to guide the practitioners in these situations. Systems development research should
examine systems development consisting of both technical and organizational aspects
and being a heterogeneous organizational process which continues through the whole
project lifetime instead of examining general universal approaches. When this
heterogeneous organizational process is understood more deeply, it is possible to
develop methods to guide the practitioners through this process. Resent research into
social and organizational processes in requirement elicitation by (Bergman, King et al.
2002; Davidson 2002) appears particularly promising in this regard.

5.3 Implications for practice

Recent findings showing that practitioners are not using methods as defined by their
originators, but rather are tailoring them, provide interesting evidence that practice
may be beginning to move in the direction of situation specific methods, without
waiting for research to show the way. However, our studies suggest that this is not
done in a conscious way and practitioners have no guidance for this tailoring process.
For that reason, the core challenge in organizational systems development seems to be
to find an appropriate way to use methods and to decide how to use them in the
diverging situations the projects face. It is crucial to understand the role and the use of
methods inside the organization. For example, the following questions are worth
clarifying: Are methods used for determining, regulating, supporting the action (livari
and Maansaari 1998), or to remind about the action (Ehn and Kyng 1987)? Do they
serve as a model of the ideal process highlighting the documentation (Parnas and
Clements 1986) or as a vehicle of learning (Checkland and Scholes 1990)? Our studies
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highlight the guiding role of methods: they provide practitioners with tools to
coordinate the systems development process. In our case study projects, methods
were not used to determine the course of development, but more to provide guidance
and support in understanding the system and its requirements. When an organization
explicitly understands the role of their methods, it is easier to find or develop an
appropriate method and also guide its adaptation in different situations.

In practice, organizations should improve both their informal and formal
communications practices to make knowledge sharing in the projects more effective.
Organizations should pay special attention to developing team building,
communication and negotiation. In a multi-site environment, the informal
communication capabilities can be improved by, for example, more effective use of
electronic communication channels and CSCW (Computer Supported Cooperative
Work) technology (Lee and Malone 1990; Grudin 1994a; Grudin 1994b). Multi-site
coordination also requires a chief architect, who is capable of maintaining the integrity
of the architecture and communicating it to gain a common understanding of the
architecture among project stakeholders.

For the understanding the development situations and the developed systems itself,
software organizations should use metaphors (Kendall and Kendall 1993; Schultze and
Orlikowski 2001) and narratives (Davidson 1997). In our study, we used a metaphorical
analysis to help understand the size of the system. The use of metaphors can be worth
exploring to enable their use also in requirement elicitation. New metaphors can help
see the requirements of the system from a new point of view (as for instance the first
time you see yourself on video). A metaphor is nothing more or less than a model,
playing the same role in our understanding as a map that helps us find our way
through an unknown landscape. They can be useful in visualizing the invisible future
and making abstract matters more concrete. The use of narratives in an organization to
describe the success and failures of systems development can support and help
systems developers to understand the problems they face in practical situations and to
find ways to cope with these problems. Further, narratives can provide some expert
knowledge for inexperienced systems developers.

An important challenge in organizational systems development is recognizing and
explicitly acknowledging conflicting assumptions and expectations among
stakeholders inhibiting the understanding of requirements. It is especially important to
recognize assumptions that are not directly related to the system and its context, but
more to organizational issues. It is also important to understand that changes in the
understanding of some requirements during the project could have a far reaching
ripple effect on other requirements and the project itself. Instead of trying to identify
all the requirements in advance, requirement engineers should identify obstacles and
emerging opportunities of requirement understanding and improvise on, or around,
them (Nandhakumar, Rossi et al. 2003). Our studies also highlight the problems of
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having too narrow a scope of requirement gathering or interpretation, which can lead
to the omission of key information by the developers.

5.4 Implications for systems development methods

As illustrated in this thesis, the profile of the development environment is different
from that which prevailed when many of the currently available commercial methods
were first proposed some 25 to 30 years ago. Thus, there is a need to put great effort
into updating our understanding of the use of development methods and concentrate
on developing methods more suited to the needs of the current practical development
climate. Current methods approaches believe that it is possible to understand and
solve a typical system development problem by using methods. Using methods as
tools does not mean anything if their usage and the situations in which they are used
are not understood. This means that it is important to understand the situation before
using a method, not vice versa as most of the method approaches currently assume.
This view highlights the methods’ role in understanding the situation, also stated by
Introna and Whitley (1997). This has several implications for future development
methods, which have an important role in guiding the practitioners to understand the
situations in the project. According to the studies of this thesis, four issues, in
particular, must be addressed in methods in order for them to guide practitioners in
different situations. In the following, these issues are summarized based on the
publications.

First, systems development methods should support coordination in different
environments. Especially, coordination and communication are the most important
aspects in multi-site development environment with geographically and culturally
dispersed teams. The methods should support communication, not be mere tools and
techniques for communication, but also themselves provide a common language for
the stakeholders. Curtis, Krasner and Iscoe discuss methods "serving as a boundary
object to which several stakeholders associate their particular meanings" (Curtis,
Krasner et al. 1988). In other words, methods provide a way and a language for
stakeholders to communicate and understand each other. Our studies emphasize the
architecture and architecture design as a multi-site coordination tool. Communication
requires methods that support informal communication. The use of architecture as a
coordination tool requires the use of multiple viewpoints or representations in
architecture design, a chief architect to communicate and coordinate architectural
structures, and an interface design activity early enough in the architecture design
phase.

Second, the requirement elicitation method should support and help the practitioner in
recognizing and explicitly acknowledging the conflicting assumptions and expectation
among systems development project participants. The concept of technology frame
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could be a useful tool that methods support and guide when identifying these
organizational obstacles, assumptions and expectations. Further, the method should
guide the practitioner in the use of metaphors (Lakoff and Johson 1980; Frost and
Morgan 1983; Schultze and Orlikowski 2001) to increase the understanding of systems
requirement. New metaphors can help see the requirements of the system from a new
point of view (similarly to when you see yourself on video for the first time). A
metaphor is nothing more than a model, playing the same role in our understanding as
a map that helps us find our way through an unknown landscape. They can be useful
in visualizing the invisible future and making abstract matters more concrete.

Third, the project management methods should include guidelines for project’s cost
estimation. Our studies highlight the use of the architecture and requirement
understanding process as a basis for cost estimation. These include the collection of
history information to help the estimation. In order to get more reliable estimates of
the project timetable and costs, the methods should guide and assist the practitioners
in better understanding the complexity of both the system and the systems
development. In our study, we used metaphorical analysis to help understand the size
of the system. The use of metaphors in cost estimation (Kendall and Kendall 1993;
Schultze and Orlikowski 2001) can be worth exploring. The cost estimation model
should also take into account the non-linear nature of systems development, i.e the
non-linear effect of changes in the systems size to the development effort. More
empirical research should be conducted to achieve better estimation methods
appropriate for practical organizations in uncertain and turbulent business
environments. These methods should be sufficiently simple and take into account both
the increasing complexity of the systems and their development.

Fourth, as our studies indicate, the development lifecycle model and the development
strategy are situation dependent. Neither waterfall model nor prototyping and
iterative development are suitable for every situation. Rather, a strategy based on the
situation may be more appropriate. Our studies contradict the methodical steps and
their granularity. Rather than prescribing detailed of steps which developers are
expected to follow, the methods’ focus should be on higher level goals and
deliverables. The precise manner in which these are actually achieved should be left to
practitioner. However, practitioners need some guidelines as how to achieve these
goals in different situations. As our studies indicate, the questions ‘how” and ‘when’
are especially interesting, also the question ‘why’ would help the practitioner.
Furthermore, methods should guide in the use of narratives (Davidson 1997) to
describe the successes and failures of systems development. The use of narratives can
support and help systems developers to understand the problems they face in practical
situations and how to cope with these problems.
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6 Conclusions

In this Chapter, I will present the summary and the main contribution of this thesis. In
the end of this Chapter, I will discuss the limitations of these studies and possible
future research topics.

6.1 Summary and contributions

This thesis has described a company competing in the information technology field
following two of its projects with a series of in-depth case studies. For the analysis of
the phenomena we used the theory-building case study approach with qualitative and
quantitative methods. The three phases of the thesis have provided empirical
observations about different aspects of systems development. In the first phase of the
thesis, we examined the role of architecture in coordination and cost estimation in a
multi-site software development from quantitative and qualitative viewpoints. The
second phase involved two studies, one qualitative and the other quantitative, on the
evolving requirement understanding process and the measurement of this process.
The third phase was a study based on the first two studies on the role of methods and
how practitioners work with them.

The answer to the research question presented in Chapter 3.1 is explained here as a
course of research phases.

The first phase of the thesis provided a view of coordination in a multi-site
development environment and of the way methods supported the participants in this
work. We observed that systems development process is coordinated using
architecture as a tool. The systems development participants would have needed
methods, which support multi-site coordination, but the methods provided them no
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guidance. Our studies imply that, in a multi-site environment, it is not enough to
coordinate only development activities like current approaches assume, but it is also
important to coordinate the interdependencies between activities.

In the second phase, we studied the requirement understanding process. The studies
suggest that practitioners use the filtering, negotiating and shifting process of
requirement understanding as a tool for coordinating systems development process. In
this process, different attitudes and expectations about systems development changed
through the whole project lifetime. The project participants would have needed
methods to support them in resolving conflicts between participants and to help them
understand the requirements of the final system, but the methods were not able to
guide them in these problems. These studies highlight the problems in current
approaches to systems development, which still largely imply that projects proceed
with distinct phases and more or less in a waterfall fashion. These approaches are
mainly based on the assumption that systems development proceed from a vague
understanding of the idea of the system to a concrete system, which satisfies the
originally found requirements.

The third phase of the thesis includes an observation that working with methods is
social interaction and mutual understanding between project participants in using the
methods based on the development situation at hand. It is not so much progressing
according to milestones and strictly following the method’s phases like most of the
methods developers assume. Methods serve as tools for systems development but do
not determine its course.

The main contribution of this thesis is that systems development in a modern market
environment is much more complex and more driven by opportunity than
acknowledged by current development methods. Systems development is not
coordinated using activities and phases defined in methods. Instead, it is coordinated
using methods as tools that help practitioners achieve a common goal. Now, methods
should not describe the development activities and phases in a detail level, but should
include higher level guidance for practitioners on how to act in different situations.
Based on this thesis, the systems developer can be described as a knowledge worker
creating new information and knowledge in the organization.

6.2 Limitations of these studies

These studies have obvious weaknesses, as all studies do. The quantitative research
method has sought its form during the thesis. As we explained in Chapter 3.2, we first
used an evolutionary algorithmic approach and then turned to statistical analysis. The
main purpose of the quantitative analysis was to calculate the correlation between the
developed metrics and the development effort, and our statistical analysis fits this
purpose well. But it is too simplistic for cost estimation purposes, as noted in both
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Publication II and Publication IV. Fortunately, this was only my secondary goal in the
quantitative analysis.

In general, combining quantitative and qualitative methods was not easy, mainly
because of the lack of the empirical examples in the literature. Some literature exists
under the subject of triangulation (Gable 1994; Markus 1994; Mingers 2001), but they
deal mainly with the analysis of surveys quantitatively and qualitatively forming a
different situation than in this thesis.

A critical issue for researchers concerns the generalizability of the results of their work,
and Yin (Yin 1994) notes that this issue is often raised with respect to case studies.
Different arguments for the generalizability of case study research have been given
(Eisenhardt 1989; Dutton and Dukerich 1991; Yin 1994; Walsham 1995), also discussed
in Chapter 3.3.5. It is argued that in case study research, the identified concepts and
categories are compared to theoretical concepts and patterns, unlike in statistical
generalization from a sample to a population. In phase one of the thesis, the identified
concepts were compared to Malone and Crowston’s theoretical concepts of
coordination (Malone and Crowston 1990; Malone and Crowston 1994), and in phase
two to existing socio-technical approaches in requirement elicitation (van Lamsweerde
2000; Bergman, King et al. 2002; Davidson 2002; Tomayko 2002), especially the concept
of a technological frame (Orlikowski and Gash 1994; Davidson 2002). In phase three,
the findings were compared to some empirical studies of the role of methods in
systems development (Russo, Wynekoop et al. 1995; Unhelkas and Mandapur 1995;
Fitzgerald 1998; livari and Maansaari 1998; Nandhakumar and Avison 1999; Fitzgerald
2000). Still, due to the nature of this thesis, in which the understanding of method use
was interpreted on the basis of separate phenomena found in one organization, the
generalization of the use of methods may be limited. Therefore, the understanding
gained in these studies provides a basis for understanding similar phenomena in the
same settings rather than enabling the understanding of phenomena in other contexts.

6.3 Future research

As mentioned earlier, there is a lack of empirical research on the role of methods in
practical organizational context. It is not useful to study the use or non-use of methods,
nor whether the methods used are text-book or in-house ones. This kind of knowledge
does not improve our understanding of how practitioners work with methods. Neither
is it worthwhile to develop new methods if they are not based on any empirical
grounding. These studies described the use of methods in one organizational context
and in one business area. In other contexts and in more mature business areas, the
findings could differ. When enough knowledge of the role of methods is acquired, the
developed methods could then be experimented with and developed further, for
example using action research as research method.
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